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Abstract
Summary: Advances in high-throughput DNA sequencing technologies and decreasing costs have fueled the identification of small genetic 
variants (such as single nucleotide variants and indels) across tumors. Despite efforts to standardize variant formats and vocabularies, many 
sources of variability persist across databases and computational tools that annotate variants, hindering their integration within cancer genomic 
analyses. In this context, we present OpenVariant, an easily extendable Python package that facilitates seamless reading, parsing and refine-
ment of diverse input file formats in a customizable structure, all within a single process.
Availability and implementation: OpenVariant is an open-source package available at https://github.com/bbglab/openvariant. Documentation 
may be found at https://openvariant.readthedocs.io.

1 Introduction
The recent advances in sequencing technologies and the asso-
ciated drop in sequencing prices have fueled the identification 
of somatic single nucleotide variants (SNVs) and short indels 
(collectively, mutations) in tumors. This has facilitated nu-
merous studies in cancer genomics that—in the course of less 
than two decades—have revolutionized our understanding of 
somatic mutational processes and our knowledge of the ge-
netic roots of cancer (Hudson et al. 2010, Weinstein et al. 
2013, Bailey et al. 2018, ICGC/TCGA Pan-Cancer Analysis 
of Whole Genomes Consortium 2020). These advances, and 
their application to personalized cancer medicine, rest 
upon our capability to integrate large numbers of mutations 
identified across projects (Tamborero et al. 2018, Mart�ınez- 
Jim�enez et al. 2020, Mui~nos et al. 2021) carried out in 
different centers, using different sequencing technologies, and 
variant calling and annotation pipelines (Wang et al. 2010, 
McLaren et al. 2016). Despite efforts to homogenize the for-
mats produced by different variant callers (Danecek et al. 
2011) and the availability of tools and software, such as 
SAMTools (Li et al. 2009), VCFtools (Danecek et al. 2011), 
VEP (McLaren et al. 2016), Maftools (Mayakonda et al. 
2018), and OpenCRAVAT (Pagel et al. 2020) to process and 
annotate variants, differences in the variants produced by 
various projects persist. These include the usage of different 

reference genomes, slightly different vocabularies to encode 
SNVs or indels, the production of different output formats 
(e.g. VCF or MAF), as well as different variant annotation 
vocabularies and tools. This variability hinders the task of in-
tegrating somatic mutations from different sources, which is 
key for the success of large cancer genomics analyses. 
Moreover, currently no tool solves the problem of including 
metadata relative to mutational datasets obtained from dif-
ferent cohorts of tumors (e.g. dataset name, working direc-
tory name, file name), to allow the automated integrated 
analysis of cohorts sequenced by different projects. The exist-
ing systems, such as the ClinGen Allele Registry (Pawliczek et 
al., 2018) and the GA4GH Variation Representation 
Specification (VRS) (Wagner et al., 2021), aim to address the 
limitations of current frameworks and tackle the challenges 
of large-scale data aggregation. However, these approaches 
lack versatility and are unable to operate independently of 
database linkage. Here, we introduce OpenVariant (https:// 
github.com/bbglab/openvariant), a comprehensive Python 
(Van Rossum and Drake Jr 1995) package that addresses 
these two problems. On the one hand, OpenVariant encom-
passes a wide range of functionalities for reading, parsing, 
and operating multiple variant file formats at once. On the 
other hand, it manages the annotation of metadata required 
for automated parallel downstream analysis. Thus, 
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OpenVariant enables the generation of a customized output 
file that combines all the different input files with a proper 
annotation file structure. In summary, OpenVariant provides 
an efficient solution that simplifies and expedites the pro-
cesses of mutation data cleaning and data management and 
integration to support the success of cancer geno-
mics analysis.

2 Design, implementation, and availability
OpenVariant is a versatile toolkit designed to facilitate the 
transformation, manipulation, and parsing of mutation data, 
and cohort metadata with multiple formats. The package can 
be installed and imported as any other Python package in a 
script or run through a command-line interface within a shell. 
The OpenVariant workflow comprises three essential compo-
nents: input files, annotation files, and output file (one per co-
hort), as visually illustrated in Fig. 1A. The input files and the 
annotation files are provided by the user and OpenVariant 
returns the output file(s). The software extracts a set of rules 
from the annotation file(s) structure and, then, they are applied 
to determine how the input files are read, processed and trans-
formed. Upon completion of the entire process, one output file 
per cohort contains the resulting transformed dataset.

OpenVariant has been developed to ensure efficiency. The 
package incorporates parallel execution capabilities in some 
of its functionalities to exploit all available computational 
resources and expedite processing. The complexity time of 
the transformation displays a linear relationship with the 
number of different data conversions done during the parsing 
process, although the running time may vary based on the 
complexity of each data transformation.

2.1 Annotation structure
The annotation structure serves as a core component which 
describes how input files are parsed and how the output is 
represented. The annotation file may describe general proper-
ties relevant for parsing and organizing the data, such as pat-
terns in the name of the input files to be included in the 
analysis, (e.g. different file formats), the format desired for 
the output, specific columns to be added to the output file, as 

well as columns of the input files to be omitted in the output 
file. Additionally, the annotation file specifies all the fields to 
be parsed and modified by OpenVariant, to manage the con-
version of input files to output file(s) (Fig. 1B). The 
OpenVariant documentation offers an extensive explanation 
of these properties and their respective data transformation 
possibilities.

2.2 Basic functionalities
OpenVariant encompasses a range of diverse functionalities 
facilitating data curation and subsequent analyses. The soft-
ware reads and parses the different input files according to 
the annotation structure explained above. OpenVariant has 
been designed to perform four different tasks to aid collating 
and organizing data for subsequent analysis:

� Find files: given a path, OpenVariant retrieves all input 
files (with different formats) and the corresponding anno-
tation files that match the pattern parameter. 

� Cat: shows the parsed result through the standard output. 
� Group-by: retrieves the parsed result grouped based on 

distinct values of a specific field. 
� Count: returns the number of rows from the parsed result 

that match a specific condition. 

These methods can be run as part of a Python script or in a 
command-line interface. They can be integrated in any pipe-
line workflow enabling the transformation of the input data 
as a step within an analysis. Group-by and count tasks have 
been designed to be executed in parallel. Further details re-
garding the methods and command-line features may be 
found in the OpenVariant documentation (https://openvar 
iant.readthedocs.io).

2.3 Plugin system
These basic functionalities may be readily extended through 
plugins implementing specific data transformation tasks. 
Some plugins already available within the OpenVariant pack-
age are described in Supplementary Methods. OpenVariant’s 
plugin system is inspired by the Ensembl Variant Effect 
Predictor (VEP; Yourshaw et al. 2015).

Figure 1. The essential functionality of OpenVariant with the orchestration of all its components. (A) Schematic representation of data workflow and file 
composition. This diagram shows the interplay between the three main components: input files, annotation file and output file, displaying how the data is 
processed. (B) Basic parsing functionality of the annotation structure. It illustrates the extraction of three distinct fields from diverse input formats

2                                                                                                                                                                                                                   Mart�ınez-Mill�an et al. 

https://openvariant.readthedocs.io
https://openvariant.readthedocs.io
https://academic.oup.com/bioinformatics/article-lookup/doi/10.1093/bioinformatics/btae714#supplementary-data


An OpenVariant plugin is composed of two parts: the 
Context and the Plugin itself. The Context represents a class 
that contains several properties of the file being parsed at that 
moment and the input line that is currently being processed. 
On the other hand, the Plugin is a class that encompasses the 
function that is executed to achieve data transformation. 
OpenVariant simplifies the generation of a plugin template 
through a simple command, facilitating the customization of 
data transformation to suit specific user requirements. The 
software was built focusing on scalability and flexibility, pro-
viding the user with the ability to improve the preprocessing 
steps in tandem with reading and parsing their input data.

3 Comparison with existing tools
No currently existing tool possesses the exact same function-
alities as OpenVariant. While some tools facilitate the parsing 
of cancer genomic data with a particular format, to our 
knowledge, none accepts multiple file formats simulta-
neously. This distinct feature, combined with the possibility 
to annotate input datasets using metadata and carry opera-
tions on them, makes OpenVariant exceptionally useful and 
sets it apart from other tools in the field. This unique charac-
ter of OpenVariant is manifested in Supplementary Table S1 
that compares it to other commonly used tools in can-
cer genomics.

Furthermore, we evaluated the performance of OpenVariant 
by comparing its execution time to similar Python-based 
tools. This comparison was conducted using the input files 
provided by Pedersen (2021). We executed OpenVariant on 
the VCF example, achieving a median runtime of 26 s in real 
time (Supplementary Table S2). It is important to note that 
this runtime may vary if data conversion steps are introduced 
in the process.

4 Usage
To demonstrate the utility of OpenVariant, we integrated it 
as the first step in the Integrative OncoGenomics (IntOGen) 
pipeline, aimed at the systematic identification of mutational 
cancer driver genes across cohorts of tumors deposited in the 
public domain (Mart�ınez-Jim�enez et al. 2020). In the context 
of the latest IntOGen analysis, including 257 898 749 so-
matic mutations across 33 218 tumor samples, OpenVariant 
plays an important role in efficiently handling and correctly 
annotating datasets representing 271 cohorts sequenced by 
different projects, and stored in different data formats, in-
cluding CSVs, TSVs, MAFs, and VCFs. The high flexibility of 
the software allowed it to tailor the parsing process to the 
specific IntOGen requirements. The integration with the tool 
enhanced the preprocessing step along with the robustness 
and adaptability of the pipeline to different format data.

5 Conclusion
We present OpenVariant, a scalable and comprehensive 
Python package designed to facilitate reading, parsing and 
manipulation of multiple input file formats. The aim of this 
package is to simplify the curation step and enable research-
ers to work with diverse formats within a unified workflow. 
This software package addresses two challenges inherent in 
high-throughput DNA sequencing analysis: managing multi-
ple variant formats and vocabularies, and enabling the 

incorporation of metadata associated with the ongoing data-
set analysis. The initial outcomes of its performance are 
highlighted in the IntOGen pipeline. As a real case, it has the 
capability to efficiently process and convert a significant 
amount of mutations. We believe that OpenVariant is a novel 
and indispensable tool that efficiently archives a task valuable 
in the field. We could not find any comparable solution that 
performs analogous tasks. The conventional statistical and 
data analysis packages may achieve this similar goal but their 
suitability is compromised due to their lack of specialization 
in the specific task, resulting in their usability being worse. 
OpenVariant has been developed as an open-source software, 
designed in an easily extendable way to encourage collabora-
tion in its development and promote the enhancement of its 
functionalities across diverse use cases. Its extensibility allows 
users to contribute to its ongoing development and for their 
own requirements.
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