Supplementary Note 1

Overview of the Supplementary Notes

This paper reports on years of effort to develop and analyze an Al algorithm that learns to effectively interact
with a human partner or another machine in two-player repeated interactions in which the players have
conflicting, but not fully opposed, interests. We assume that the algorithm is not given prior information
about the tendencies (or identity) of its partner. Our specific goal is to find an algorithm that establish
and maintain mutually cooperative relationships with people in arbitrary repeated games at levels that rival
human cooperation, and has superior performance when associating with other machines. In so doing, we
seek to understand the algorithmic mechanisms that facilitate this capability.

We hasten to acknowledge that the goal of such an algorithm is not cooperation in and of itself. An au-
tonomous machine (which we assume in this work) should cooperate only if doing so maximizes its utilities,
which are given to it by its stakeholder (typically its owner). However, when players repeatedly interact with
each other over long periods of time in games of conflicting (i.e., mixed) interests, cooperation is very often
the best policy despite the differences between the players. Thus, to have the ability to maximize payoffs in
repeated games, an effective algorithm must be able to derive and establish cooperative relationships when
interacting with other intelligent entities, including humans.

The algorithm we eventually produced to achieve these feats is called S# (pronounced ‘S sharp’). S#
interweaves S++ [[1, 2] with new algorithmic mechanisms designed to give it the ability to engage in cheap
talk (the sending and receiving of costless and non-binding communication signals) with its partner. The
algorithm combines and builds upon decades of work by researchers in computer science, economics, and
the diverse array of behavioral and social sciences by packaging diverse and complex findings and algorith-
mic structures from these fields in a way that hides much of the complexity of the problem. S++ is a simple
expert algorithm that uses a novel version of aspiration learning to select among a finite set of experts, each
of which itself uses known mathematics to produce (or learn) a strategy over the entire space of the game.
This hierarchical learning structure allows the algorithm to produce rich and complex strategies within only
a small number of interactions. Importantly, the hierarchical nature of the algorithm also allows it to express
and interpret speech acts at a level conducive to human interaction. Our results show that these capabilities
to engage in cheap talk are a critical linchpin for a machine to elicit cooperative behavior from a human
partner.

Our journey in understanding, deriving, and analyzing S# is explained in detail in this supplementary
information, the contents of which follow the storyline of the main article. In Supplementary Notes 24,
we provide technical algorithmic details and analysis, including the problem description, descriptions of S#,
and analysis of the performance of these algorithms when paired with other computer algorithms. Next,
Supplementary Notes 5-7 describe user studies in which we paired S++, S#, and several existing machine-
learning algorithms with people.

We first provide a summary of each section (or note) of the supplementary information. The Supple-
mentary Notes themselves then follow.

Problem Formulation and Overview of Methods

In Supplementary Note 2, we give a formal description of the problem we address in this paper, and enumer-
ate assumptions made throughout the paper. We also discuss key technical challenges that must be addressed
to develop successful algorithms for interacting with people and other (unknown) machines in arbitrary re-
peated games. We also overview the methods that we use to evaluate the ability of algorithms to establish



effective long-term relationships with people and machines.

Evaluating Existing Algorithms for Repeated Games

Our first goal is to (1) find an algorithm that has robust performance characteristics when interacting with
other algorithms in arbitrary two-player repeated games and (2) identify the algorithmic mechanisms that
make it successful. Many algorithms for playing repeated games have been produced over the last several
decades across many disciplines. In Supplementary Note 3, we compare the performance of 25 representa-
tive algorithms (chosen to represent various theories and methods) for playing repeated games from these
disciplines. We compare these algorithms with respect to six different performance metrics across the full
set of 2x2 repeated normal-form games in which the players’ payoffs follow a strict preference ordering.
The results of this comparison show that S++ [1} 2] is consistently among the top-performing algorithms
regardless of the duration of the game, the associate, or the payoff structure of the game. Thus, we also
identify the algorithmic mechanisms that cause this algorithm to be successful.

S++’s high performance in interacting with other machines (established by the results described in Sup-
plementary Note 3) makes it a candidate algorithm for also reaching our second goal: an algorithm that
learns to cooperate with people in arbitrary repeated games. We focus on this second goal in the remainder
of the paper.

Descriptions of S++ and S#

In this Supplementary Note 4, we present S#. We first review S++ [1, 2], which is used to generate S#’s
behavioral strategies. We then describe how S# uses S++ to generate and respond to cheap talk in order to
better establish cooperative relationships with people.

User Study: Human vs. Machine 1

Supplementary Note 5 contains a description of a 58-participant user study in which we paired S++, model-
based reinforcement learning (MBRL-1), and humans with each other in four repeated normal-form games
(Prisoner’s Dilemma, Chicken, Chaos, and Shapley’s Game), each lasting approximately 50 rounds. The
primary purpose of this user study was to determine the ability of S++ to consistently elicit cooperative
behavior from people in repeated interactions. The results of the study showed that S++ was more effective
in self play than both people and MBRL-1. Additionally it was as effective at establishing cooperative
relationships with people as people were. However, both S++ and people typically failed to cooperate with
human partners in these games. This failure of S++ to consistently establish cooperative relationships with
people caused us to conduct additional user studies to try to determine what algorithmic characteristics
would allow a machine to more effectively establish cooperative relationships with people.

User Study: Human vs. Machine 2

Given the failure of S++ to consistently establish cooperative relationships with people, we extended the
algorithm with the ability to generate and voice cheap talk. We dub the resulting algorithm S#-, an early
(but incomplete) version of S#. We then conducted a second (96-participant) study, carried out in two parts.
This study is described in Supplementary Note 6. In Part 1 of the study, we essentially repeated user study
1, except that, in this user study, we paired S++, CFR (the core technology behind world-class computer-
poker algorithms [3]]), and people together in two different repeated stochastic games rather than repeated



normal-form games. The results of this study were essentially identical to the results of the first user study.
In Part 2 of this user study, we allowed players to communicate with each other. Consistent with prior
work [4} 5], we observed that the ability to talk to each other throughout the game vastly improved mutual
cooperation among people. S#-— was also able to raise its level of cooperation when paired with people,
though cooperation emerged at a much slower rate than in human-human relationships.

User Study: Human vs. Machine 3

We attributed the fact that S#— learned to cooperate with people much slower than people learned to coop-
erate with each other to the fact that S#-— did not respond to the cheap talk expressed by people. Thus, we
developed S#, which not only generates and voices cheap talk, but also reacts to the cheap talk produced by
its partner to help it select experts more effectively. We then conducted a final (66-participant) user study
in which we paired S# and humans in three different repeated normal-form games (Prisoner’s Dilemma,
Chicken, and Alternator), selected to represent different families of games. This study is described in Sup-
plementary Note 7. The results of this study showed several important outcomes. First, S# paired with S#
produced, by far, the highest levels of mutual cooperation under conditions in which players could and could
not cooperate. Second, people did not consistently cooperate with each other in the absence of communica-
tion (mutual cooperation was approximately 30%). However, the frequency of mutual cooperation between
people doubled when people could communicate (mutual cooperation was approximately 60%). Human-S#
pairings followed identical trends. In both conditions, S# was able to learn to cooperate with people as
well as people cooperated with each other. These, and other results, illustrate that S# is able to success-
fully generate and respond to signals from a human partner so as to better elicit cooperative behaviors from
people.



Supplementary Note 2

Problem Formulation and Overview of Methods

This paper deals with decision-making in scenarios in which an autonomous machine repeatedly interacts
with a person or another machine over an extended period of time (of unknown duration). Life consists of
many long-term interactions between two entities, including relationships between family members, neigh-
bors, co-workers, business partners, and nations, as well as interactions between people and their laptops,
handheld devices, cars, and other embedded systems. These scenarios vary widely in many dimensions,
though common attributes emerge in each problem, perhaps the most salient of which is that there are often
mixed (i.e., conflicting) interests between the players. While individuals can benefit from cooperating with
each other, each player has incentive to not cooperate. However, because the interactions are repeated (and
often for long periods of time), non-cooperative behavior is often reciprocated, which can lead to dysfunc-
tional relationships if the individuals cannot eventually find common ground.

We note that while the emergence of cooperation is often studied in an evolutionary context, the chal-
lenge we address in this paper is very different. In this work, we are concerned with developing an algorithm
that, over the course of an interaction, develops profitable relationships with partners with whom it has had
no prior interactions in arbitrary repeated games. On the other hand, the evolutionary context deals with pop-
ulation dynamics, and hence concerns an algorithm’s performance with an entire society over generations.
While the two problems have some similarities, they also have substantial differences.

In this section, we give a formal problem description and enumerate key technical challenges that must
be addressed to develop successful algorithms for interacting with people and other (unknown) machines in
arbitrary repeated games. We also overview the methods that we use to evaluate the ability of algorithms to
establish effective long-term relationships with people and machines in these games.

Formal Problem Description

In this subsection, we define the scope of interactions we consider in this paper, which are repeated stochastic
games. We then describe how we measure the performance of algorithms in these games. Finally, we state
a set of assumptions made throughout the paper.

Repeated Stochastic Games In this paper, we assume that interactions between players can be modeled as
repeated stochastic games (RSGs). While such games do not capture every nuance of all interactions, the set
of scenarios that can be modeled by repeated stochastic games is quite rich. For example, RSGs are general
enough to include repeated normal-form games, repeated extensive-form games, and repeated (multi-stage)
stochastic games.

We consider two-player RSGs played by players ¢ and —i¢. An RSG consists of a set of stage games
S. In each stage s € S, both players choose an action from a finite set. Let A(s) = A;(s) x A_;(s) be
the set of joint actions available in stage s, where A;(s) and A_;(s) are the action sets of players ¢ and —i,
respectively. In each stage, each player simultaneously selects an action from its set of actions. Once joint
action a = (a4, a_;) is played in stage s, each player receives a finite reward, denoted 7;(s,a) and r_;(s, a),
respectively. The world also transitions to some new stage s’ with probability defined by Py (s, a,s’).

Each round of an RSG begins in the start stage 5 € S and terminates when some goal stage s, € G € S
is reached. A new round then begins in stage 5. The game repeats for an unknown number of rounds.



Player i’s strategy, denoted 7;, defines how it will act in each world state. In general-sum RSGs, it is
often useful (and necessary) to define state not only in terms of stages, but also in terms of the history of the
players’ actions. Let H denote the set of possible joint-action histories. Then, the set of states is given by
Y = S x H. Let m;(0) denote the policy of player i in state o = (s,h) € 3. That is, 7;(¢) is a probability
distribution over the action set A;(s). When 7;(c) places all probability on a single action a; € A(s), the
policy is said to be a pure strategy. Otherwise, the policy is called a mixed strategy.

For foundational purposes, we focus primarily on two-player, two-action normal-form games, or RSGs
that have a single stage (i.e., |S| = 1). This allows us to fully enumerate the problem domain under the
assumption that payoff functions follow strict ordinal preference orderings. However, our broader objective
is to develop algorithms for RSGs in general. Thus, to demonstrate the potential of algorithms to generalize
to other domains, we also conducted experiments with other game forms.

Metrics of Success The success of a player in an RSG is measured by the payoffs it receives. An ideal
algorithm would maximize the sum of the payoffs it receives over all rounds of the interaction given the
“algorithm” used by its partner. However, it is not possible to guarantee optimal (or even near optimal)
behavior against arbitrary associates, even in simple games [6, 7, [1]]. Thus, due to the difficulty in achieving,
defining, and measuring optimal behavior in RSGs in general, much work on algorithmic development has
focused on developing algorithms that meet certain criteria, such as convergence to Nash equilibria [8}, 9}
10} [11]], convergence to Pareto optimal solutions [12} [13]], minimizing regret (i.e., no regret, also known as
universal consistency) [14, (1516} 8], and being secure [8} [12

Despite the allure that such properties might provide, achieving any one (or multiple) of these properties
does not necessarily guarantee high payoffs in repeated general-sum games. For example, while minimiz-
ing regret seems like a good idea, regret minimization is not guaranteed to correlate with higher payoffs
in repeated games — a player with lower regret often obtains lower payoffs than a player with higher re-
gret [17, 118, [1]. As another example, many repeated general-sum games have an infinite number of Nash
equilibria [19], each of which can have different values to the players. Thus, guaranteeing convergence to
Nash equilibria (alone) [[11}20] does not guarantee high performance in repeated games.

Therefore, in this paper, we focus on two metrics of success:

1. Empirical Performance: Ultimately, the success of a player in an RSG is measured by the sum of
the payoffs the player receives over the duration of the game. A successful algorithm should have
high empirical performance across a broad range of games when paired with many different kinds
of associates. We are interested in the best-case, worst-case, and average-case payoffs received by
algorithms. We also use evolutionary dynamics and tournaments to help assess the robustness of an
algorithm’s empirical performance when paired with many kinds of associates.

2. Proportion of Mutual Cooperation: Since the level of mutual cooperation (i.e., how often both players
cooperate with each other) often highly correlates with a player’s empirical performance, the ability
to establish cooperative relationships is a key attribute of successful algorithms. Thus, we sometimes
track the level of mutual cooperation achieved by algorithms. However, we do not consider mutual
cooperation as a substitute for high empirical performance, but rather as a supporting factor.

The term cooperation has specific meaning in well-known games such as the Prisoner’s Dilemma.
However, in other games, the term is much more nebulous. Furthermore, mutual cooperation can be
achieved in degrees; it is not necessarily an all or nothing event. However, for simplicity in this work,

"We omit formal definitions of these terms. Definitions of these terms are provided in standard texts on game theory.



we define mutual cooperation as the Nash bargaining solution of the game [21]], or the solution that
maximizes the product of the advantages to the players. For each of the games considered in this
work, we explicitly state this solution to avoid confusion.

Assumptions Though we focus primarily on 2x2 games in much (but not all) of our analysis, the algorithms
developed and analyzed in this work are designed for arbitrary two-player repeated stochastic games. This
problem domain is quite general, though we do make several common assumptions:

As is common with the vast majority of repeated game experiments in behavior economics and biol-
ogy [22} 123, 24,25, 26], we assume that the full game description is given to both players prior to the
beginning of the game. Both players are told (1) the set of stages .S, the set of joint actions A(s) for
all s € S, the transition function Py, and the reward functions 7;(s,a), and r_;(s,a) for all (s,a).

Likewise, throughout the course of the game, we assume that the current stage s and the payoffs
received by both players at the end of each stage are fully known to both players.

We assume that the game is repeated for an unknown number of rounds, long enough that the players
have sufficient time to develop and profit from the relationships they build. In our user studies, games
are repeated for approximately 50 rounds, which is consistent with past work reporting experiments in
which people play repeated games [22}23]]. Players were not informed about the length of the games.

Unless stated otherwise, the players were not told the identity of their associate, who could be a
computer following some algorithm or another person. Participants were simply told that they were
interacting with another player. This helps remove biases in strategies caused by predispositions
toward certain player types, thus allowing for a properly controlled experiment.

For foundational purposes, we focus primarily on two-player, two-action normal-form games, or
RSGs that have a single stage (i.e., |S| = 1). This allows us to fully enumerate the problem do-
main under the assumption that payoff functions follow strict ordinal preference orderings. However,
our broader objective is to develop algorithms for RSGs in general. Thus, to demonstrate the potential
of algorithms to generalize to other domains, we also conducted experiments with other game forms.

These assumptions were made to properly scope the work, though they can be relaxed in many instances.
In this paper, we deal with repeated general-sum games, which include zero-sum games (one player’s
gain is the other player’s loss), fully cooperative games (both player’s receive the same payoff in all cases),
and games of conflicting interest (i.e., mixed-interest games — the players receive different payoffs for at
least some outcomes, but their payoffs are not fully in competition with each other). Given our focus on
cooperation in this paper, our analysis primarily concerns scenarios that have conflicting interests.

Technical Challenges

To develop an algorithm that is general enough to perform effectively in arbitrary RSGs played against
unknown associates (and particularly with people), we must address many technical challenges. We now
outline and briefly discuss some of these technical challenges.

Wide variety of games. An algorithm must not be domain-specific. It must have superior performance
in a wide variety of repeated games, including zero-sum games, fully cooperative games, and games



of conflicting interests. An algorithm should not be tailored to a particular game (such as the Pris-
oner’s Dilemma), as the ability to elicit cooperative behavior from associates in one game does not
necessarily entail that the same algorithm can induce cooperative behavior in another game. Further-
more, algorithms that perform effectively in zero-sum games often perform very poorly in games of
conflicting interests (and vice versa). As an example, CFR, which plays a simplified version of Poker
as well as people [3]], cannot learn to cooperate in RSG’s of conflicting interests [2]] (see also results
in Supplementary Note [6).

* Multiple (even infinite) Nash equilibria. RSGs often have multiple Nash equilibria. In fact, the folk
theorem for repeated games tells us that, if the game is continued with high enough probability after
each round, then many games have an infinite number of Nash equilibria of the repeated game [19].
Furthermore, it is often not possible for players to agree on which of these Nash equilibria is best,
even if we assume “rational” players. Thus, due to these characteristics, attempts to “solve” RSGs via
rationality assumptions and equilibrium computation alone are wholly insufficient. To maximize its
payoffs, an algorithm must be able to learn (in real time) from its experiences, so that it can adapt to
the unknown behaviors of people and other (unknown) associates. This knowledge has given raise to
a large number of machine-learning algorithms for RSGs (see Supplementary Note [3).

* Adaptive, unknown partners. Standard machine-learning algorithms rely on stationary environments.
However, when one’s partner also learns, the environment is non-stationary with respect to the state-
space of any practical machine-learning algorithm. Thus, straightforward applications of standard
machine-learning algorithms are not guaranteed to produce effective behavior in RSGs, and often do
not in practice. For example, such algorithms often learn myopic behaviors that preclude cooperation.
In fact, the non-stationary nature of these environments is such that efforts to play a best response to
the current estimates of the associate’s strategy often produce non-cooperative behavior.

The algorithm should be capable of establishing effective relationships with many different kinds of
partners (including both itself, other algorithms, and people) whose behavioral dynamics may or may
not change over time (i.e., one’s partner might be learning too!). There has been a tendency to focus
on analyzing the performance of algorithms against static (non-adaptive) partners. While this focus
lends itself to elegant theoretical results, such results say little about whether algorithms will be able
to effectively interact with people and many other machines (who’s behavior is not static).

» Large strategy spaces. Even simple RSGs have rather large strategy spaces. As mentioned previously,
an algorithm’s strategy must define a policy in each state o € S x H. Even if |4;(s)| =2 forall s € S
and we only consider pure strategies, the size of a player’s strategy space is on the order of 2ISIH|
As such, many machine-learning algorithms require thousands of rounds of experience to converge,
even in extremely simple scenarios [11} [13]. Furthermore, large strategy spaces make it difficult for
algorithms to reason at a high enough level to represent and reason about cooperation, reciprocity, and
other important strategic considerations.

* Limited experience (data). Unfortunately, in order to effectively interact with people, an algorithm
must be able to derive effective behaviors in scenarios it has never seen before, within only a few
rounds of experience. If a machine fails to produce realistic behaviors within short timescales, people
are unlikely to interact with it in the future, thus eliminating the possibility of cooperation.

* Human attributes. The previous technical challenges are sufficient in and of themselves. However,
human-machine interactions rely on more than just algorithmic achievements. To form effective rela-



tionships with people, machines must also address human attributes, including issues related to trust,
friendship, and human “ways of thinking.” Addressing such challenges is not easy. For example, hu-
man cooperation appears to not be derived from sheer computational power, but rather relies on intu-
ition [27], cultural norms [28], and pre-evolved dispositions toward cooperation [29]], common-sense
mechanisms that are difficult to encode in machines. On the other hand, online-learning algorithms
rely on random exploration [30] to investigate the benefits of various courses of action. However,
random exploration is likely to breed distrust in a human partner, thus leading to dysfunctional, non-
cooperative, relationships.

These technical challenges make developing algorithms for RSGs interesting and extremely challeng-
ing. Failures to meet these challenges often cause Al algorithms to defect rather than to cooperate when
cooperation and self-interest appear to be in conflict.

Evaluation Methods

Our goal is to find an algorithm that establishes effective long-term relationships with people in arbitrary
games, as well as having effective and robust performance when associating with other machines. Since it
is impossible to guarantee by way of analytical proof that an algorithm will act optimally in all scenarios [6,
7, [1]], we are left with the impractical task of demonstrating robust and effective performance empirically.
Such a task is particularly daunting in the case of interactions with people, as we can only practically design
and carry out user studies to assess the ability of algorithms to interact with people in only a relatively small
number of specific scenarios.

Given these practical limitations, we adopt a two-step approach to evaluating the ability of algorithms
to establish effective long-term relationships with both people and machines. First, we conduct a large
empirical study in which we evaluate the ability of algorithms to interact with each other in a large (and,
in some sense, exhaustive) set of two-player, two-action normal-form games. Second, we leverage game-
classification schemes to carefully select the representative games in which we evaluate the ability of algo-
rithms to establish cooperative relationships with people. Selecting games in this manner gives us reasonable
confidence that results could generalize to many other scenarios.

A more detailed overview of this methodology is provided in what follows. Additional details are
provided in Supplementary Notes[3] [5} [6] and

Step 1: A (Comprehensive) Empirical Evaluation in 2x2 Games: Algorithm vs. Algorithm Because
of their ability to clearly abstract fundamental components of interactions, two-player, two-action normal-
form games (i.e., 2x2 games) have been commonly used to study relationships. Such games have been
categorized and studied extensively in the literature [33) 34} [35) 31} 32]. When considering only strict
preferences orderings over the four game outcomes, there are 144 unique 2x2 game Supplementary
Figure [I] enumerates and classifies the games according to the Robinson-Goforth topology of games [31]].
The games are grouped according to their equilibrium characteristics with respect to the one-shot game (i.e.,
relationships consisting of only a single round of interaction).

The set of 144 games in the periodic table shown in Supplementary Figure |1{is comprehensive in that
it includes all 2x2 game structures in which both players have strict ordinal preference orderings over the
four game outcomes. While the actual payoff values assigned to the ordinal preferences do not affect Nash

“There are just 78 unique game structures [33] when both players have strict ordinal preference orderings. However, since a
player must deal with both sides of each game (i.e., as both the row and column player) there are 144 unique scenarios that a player
can face.



A Periodic Table of 2x2 Games

Robinson-Goforth

Payoff Families

Examples

14

P Nash bargaining solution

Win-Win 2'2 4,1 One-shot NE (in bold)
Biased Prisoners
Second Best
Unfair P Nash bargaining solution:
Take turns playing (3,4) and (4,3)
Inferior One-shot NE (in bold)
Cyclic
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No Conflict
3

Supplementary Figure 1: A periodic table of 2x2 games based on the topology of Robinson and Goforth [31]
for scenarios in which the players exhibit a strict ordinal preference ordering over the four game outcomes
(specified by the values 1, 2, 3, and 4). Also adapted from the graphic developed by Bruns [32]. For each
game, the pure-strategy one-shot Nash equilibria (NEs) are given in bold-face type. The solutions played in
the Nash bargaining solution (NBS —i.e., the mutually cooperative solution) given the payoff values 1, 2, 3,
and 4 are also highlighted, though the frequency at which each solution is played is not specified. Note that
since the NBS depends on the actual payoffs and not just the preference ordering, other NBSs are possible

for each game structure.



Name Transformation from Ordinal Preferences The 4 Scalar Values

1 2 3 4 (Scaled between 0 and 1)
Standard 1 2 3 4 0.000 0333 0.667 1.000
Power-2 12 22 32 4? 0.000 0.200 0.533  1.000
Power-3 13 23 33 43 0.000 0.111 0.413 1.000
Separated $(1-1) 4(2-1) 2(3-1) 2(4-1) | 0.000 0083 0.667 1.000
Square-Root V1 V2 V3 V4 0.000 0414 0.732  1.000

Supplementary Table 1: The five different sets of scalar payoff values used in our comparison of algorithms.
The payoff values are created using different transformations from the ordinal preferences, and are then
scaled to the range [0, 1], such that the lowest payoff is 0 and the highest payoff is 1. Only 3-decimal points

of accuracy are shown for the scaled payoff values.

(a) Standard (b) Power-2 (c) Power-3
c d c d C d
a | 0.00,1.00 | 0.67,0.67 a | 0.00,1.00 | 0.53,0.53 a | 0.00,1.00 | 041,041
b | 0.33,0.33 | 1.00, 0.00 b | 0.20,0.20 | 1.00, 0.00 b | 0.11,0.11 | 1.00, 0.00
(d) Separated (e) Square-Root
c d c d
a | 0.00,1.00 | 0.67,0.67 a | 0.00,1.00 | 0.73,0.73
b | 0.08,0.08 | 1.00, 0.00 b | 0.41,0.41 | 1.00, 0.00

Supplementary Table 2: Five distinct games produced from the game structure known as the Prisoner’s
Dilemma (Game 111 in the Robinson-Goforth topology of 2x2 games) using the sets of payoff values shown
in Supplementary Table |1} Payoffs are rounded to two decimal places. The one-shot NE is given in bold,
while solutions played in the NBS are shaded in blue.

equilibrium (NE) assuming that strict preference orderings are maintained, they can, and often do, impact
the behaviors of some algorithms in repeated games. Thus, for each of the 144 structurally-distinct games,
we formed five different games using the sets of scalar payoff values shown in Supplementary Table[I] For
example, for the structural game associated with prisoner’s dilemmas (Game 111 in the Robinson-Goforth
classification), we form the five different games shown in Supplementary Table 2] Creating different games
in this manner creates a variety of different challenges. For example, in the game shown in Supplementary
Table 2, the players are both better off by alternating between the solutions ac and bd rather than always
playing the solution ad, though defection (the second action for the row player and the first action for the
column player) remains the dominant action for both players. Regardless, the unique one-shot NE solution
(bc) is Pareto dominated by the NBS in each of these five games.

Given its basis on the 144 unique game structures, the resulting set of 720 2x2 games formed in this
manner is a compelling and (in some sense, since it covers the full set of 2x2 games when only strict ordinal
preference orderings are considered) comprehensive test-set against which algorithms can be evaluated.
Thus, as a first test for evaluating algorithms, we conducted a large empirical study in which we compared
the performance of 25 represented algorithms across all games in this test set. We seek an algorithm that
has high and robust performance across this set of games regardless of the identity of its associate. Our
evaluations in this regard are described in Supplementary Note
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Step 2: User Studies Evaluating Human-Algorithm Interactions in Selected Games Since an algo-
rithm’s interactions with people can only be evaluated via user study, we cannot conduct as comprehensive
of a study assessing how well algorithms interact with people as we can against other algorithms. However,
previous work in categorizing games based on similar equilibrium characteristics helps us to select represen-
tative (benchmark) games belonging to the more interesting payoff families. We reason that if an algorithm
has consistently high performance both (1) across all games when paired with many other algorithms and
(2) in the selected (benchmark) games when paired with people, we can be reasonably confident that it could
have high performance across many other games when paired with people.

Several game-classification schemes for 2x2 games have been proposed in the literature 33, 34, 35,131}
32]. One of the more compelling classification schemes is that of Robinson and Goforth [31]], who group the
games into six payoff families (Supplementary Figure[I)). These payoff families are based on the one-shot
NEs of the games. Of these six payoff families, some payoff families are considered more interesting than
others. Win-Win games have consistently been categorized as uninteresting [34} 35, [32], as there is little
conflict between the players (both desire the same solution). In these games, the NBS corresponds with the
one-shot NE, making convergence to this solution very likely for most algorithms. Games from the Second
Best payoff family have a similar characteristic, in that the solution played the most in the NBS corresponds
to the unique one-shot NE of each game.

On the other hand, games belonging to the Biased, Unfair, Inferior, and Cyclic payoff families often
present scenarios in which a one-shot NE does not correspond with the NBS. Games belonging to the
Biased payoff family are typically characterized by one-shot NE in which one of the players gets its top
choice, while the other player gets its second choice. Many of these games (particularly those shown in
the upper-righthand corner of Supplementary Figure [I)) have two pure one-shot NEs, with an NBS that
requires the players to take turns playing these NEs. On the other hand, games grouped in the Unfair payoff
family have one-shot NE in which one player gets its first choice while the other player gets its third choice.
These NEs are Pareto optimal, but they are not always part of the NBS. This means that players may have
incentives or tendencies to try to bully each other in these games. Finally, games in the Inferior and Cyclic
payoff families tend to have the important similarity that the unique one-shot NE is Pareto dominated by the
NBS (except in the case of the six zero-sum games). The difference between these payoff families is that
games in the Inferior family each have a pure one-shot NE, while games in the Cyclic payoff family each
have a mixed-strategy one-shot NE.

Though the Robinson-Goforth payoff families are compelling, alternative game classification schemes
are also illuminating. For example, since we are interested in the ability of algorithms to develop coopera-
tive relationships, our version of the periodic table of 2x2 games in Supplementary Figure [T| highlights the
relationship between one-shot NEs and the NBS [21]]. Based on this idea, Supplementary Table |3| presents
a simple classification scheme (called cooperative families) in which games are grouped based on the rela-
tionship between one-shot NEs and the NBS. In this grouping, Temptation Games are interesting in that they
cause players to decide between trying to bully their partner and playing the fair cooperative solution. On the
other hand, games belonging to the Dominated cooperative family require players to avoid convergence to
myopic (Pareto dominated) equilibria solutions to sustain cooperation (which can be enforced using trigger
strategies).

Unlike the Robinson-Goforth game classification, the assignment of games to cooperative families de-
pends on payoff values and not just preference orderings since the NBS changes based on payoff values.
Supplementary Figure [2] illustrates groupings with respect to cooperative families given the five sets of
payoff values provided in Supplementary Table [I]

Based on these game-classification schemes, we selected the representative games shown in Supple-
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Cooperative Family | Description
Simple Games Games in which the NBS corresponds with a one-shot NE.

Temptation Games Games in which one player benefits (at the expense of the other player) if a
one-shot NE is played instead of the NBS.

Dominated Games Games in which the NBS Pareto dominates all one-shot NEs.

Supplementary Table 3: A simple game-classification scheme based on the comparison between one-shot
Nash equilibria (NEs) and the Nash bargaining solution (NBS).

mentary Tablefrom among the more interestin{] payoff and cooperative families. These games were each
used in one or more of our user studies in which we paired algorithms with people in repeated games (see
Supplementary Notes for details). We reason that if an algorithm performs effectively when associating
with a variety of different algorithms across the structurally distinct 2x2 games (under the assumption of
strict ordinal preference orderings) and also establishes profitable relationships with people in these selected
games, we have cause to be optimistic that the algorithm could also establish effective relationships with
people in untested games that belong to the same families.

In short, while our user studies do not comprehensively evaluate the ability of algorithms to interact with
people in all scenarios, this two-step approach to evaluating algorithms gives us some confidence that our
results could generalize to many other scenarios.

Discussion of Selected Games

To better understand the games selected for our user studies, we discuss each games shown in Supplementary
Table {i] In these games of conflicting interest, each player requires the help of the other to receive a high
payoff, but each player can also potentially exploit or bully the other player. As such, to some extent,
cooperation and self-interest appear to be in conflict in each of these games, though common ground can be
established to give both players high payoffs. In fact, in each game, the NBS can be sustained as a NE of
the repeated game if both players use trigger strategies [19].

Prisoner’s Dilemma The first five games are normal-form games. The first of these games is the Prisoner’s
Dilemma, which is, without doubt, the most common game for studying cooperation. In this game, the
dominant strategy for both players leads to the one-shot NE in which both players defect. This one-shot NE
is Pareto dominated by the NBS (in which both players cooperate). Thus, it belongs to the Inferior payoff
family and the Dominated cooperative family.

Chaos Like the Prisoner’s Dilemma, Chaos belongs to the Inferior payoff family and the Dominated co-
operative family, as the unique one-shot NE is Pareto dominated by the NBS. However, Chaos presents a
distinct challenge because (a) it is a three-action game, (b) it is non-symmetric, and (c) only the row player
has a dominant strategy in this game. In terms of the games shown in Supplementary Figure [T, Chaos is
most like Game 431 (layer 4, row 3, column 1) in the Robinson-Goforth topology. We reason that Chaos
will be more difficult for people to reason about than the Prisoner’s Dilemma.

*Due to the perceived triviality of games belonging to the Win-Win and Second Best payoff families as well as the Simple
cooperative family, we did not select any games from those families for our user studies.
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Supplementary Table 4: Selected games and their classifications used in our user studies. The pure-strategy
one-shot NEs are given in bold; the NBS for each game is highlighted in blue (multiple highlighted cells
indicate that the players alternate between the specified joint actions). Note that the NBS in Shapley’s Game
is not unique, as many solutions produce the same value.



Shapley’s Game Like Prisoner’s Dilemma and Chaos, Shapley’s game also belongs to the Dominated
cooperative family since its one-shot NE (a mixed strategy that yields an expected payoff of 33.33 to both
players) is Pareto dominated by the NBS solution (in which the players take turns getting 100 points). Unlike
these games, however, Shapley’s Game belongs to the Cyclic payoff family because it does not have a pure
strategy one-shot NE. Additionally, the NBS requires the players to alternate between solution. Finally,
neither player has a strict strict preference ordering over game outcomes, as there are ties in the players’
preferences.

Chicken Though not without similarities to the Prisoner’s Dilemma, Chicken has different attributes that
can substantially change interaction dynamics. As such, we might expect cooperation to emerge differently
in this game. Rather than having a unique one-shot NE, this game has three one-shot NE (two pure and one
mixed). The row player can bully a (rational) column player by always playing action b, which essentially
forces the column player to play d. The column player likewise can bully the row player by always playing c.
However, these bully strategies are somewhat risky if each player tries to bully the other. The safe (maximin)
strategy is to cooperate (actions a and d, respectively). Thus, in contrast to the Prisoner’s Dilemma, the
secure strategy leads to mutual cooperation in this game. Chicken belongs to the Unfair payoff family and
Temptation cooperative family.

The Alternator Game The Alternator Game is a combination of two games: Battle of the Sexes (Game
133) and Hero (Game 144). If we remove the second option of both players, we have the game Battle of the
Sexes (though with a tie between the 2nd and 3rd payoffs). If we remove the third option, we have the game
Hero. Both games have two pure-strategy one-shot NEs. The full game likewise has two-pure strategy NEs,
though the NBS requires the players to alternate between solutions that are not one-shot NEs. The resulting
game, which belongs to the Biased payoff family and Temptation cooperative family (though note that the
one-shot NEa are weakly, but not strictly, Pareto dominated by the NBS), provides a fascinating interaction
in which players must find sufficient trust to coordinate between actions.

The SGPD: A Stochastic Game Prisoner’s Dilemma Normal-form games have the advantage of present-
ing choices between cooperation and defection in simple terms. However, in many real-world scenarios,
cooperation and defection are established by sequences of moves, rather than in a single step. Extensive-
form and other multi-stage stochastic games can be used to model such scenarios. These games represent
additional challenges for algorithm designers since they require algorithms to compute and reason about
cooperation, defection, reciprocity, etc. over sequences of moves rather than in a single step.

One such multi-stage RSG is the stochastic game prisoner’s dilemma (SGPD) [36], a maze game in
which the high-level payoffs of the game equate to a standard prisoner’s dilemma. As such, this game
belongs to the same payoff and cooperative families as the Prisoner’s Dilemma.

At the start of each round of the game, the players are placed in opposite corners of the maze as shown
in Supplementary Figure 3] The players move (simultaneously) to adjacent cells (up, down, left, or right)
with the goal of reaching the other player’s start position in as few moves as possible. Each move costs a
player one point, but a player receives 30 points when it reaches its goal. Once both players have arrived at
their respective goals, a new round begins from the original start stage.

To reach their goals, the players must pass through one of four gates (Gates A-D). While the least-cost
path to the goal is through Gate A, only one player can pass through Gate A in a round. When a player
passes through Gate A, Gates A, B, and C close for the other player, and it must pass through Gate D. If
both players attempt to pass through Gate A at the same time, neither is allowed passage and Gates A and
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High-Level Outcomes

1) Both try to move through Gate A
- Gates A and B close
- Both players must go through C
- Round payoffs: (7, 7)

2) Player 1 through Gate A
- Gates A, B, and C close
- Player 2 must go around to the top
- Round payoffs: (22, 0)

3) Player 2 through Gate A
- Gates A, B, and C close
- Player 1 must go around to the top
- Round payoffs: (0, 22)

4) Both through Gate B
- Both players allowed passage
e - Round payoffs: (16, 16)

Supplementary Figure 3: The SGPD, a maze version of the prisoners’ dilemma.

B close. On the other hand, both players can pass through Gates B, C, and D separately or at the same time,
though Gate A closes when either player passes through Gate B.

We expect players to eventually converge to one of four solutions, which we list in descending collabo-
rative order:

1. (Mutual Cooperation) Both B — Both players use Gate B, resulting in each receiving 16 points per
round.

2. Alternate between Gates A and B — The players take turns going through Gate A, which results in an

average payoff of 11 = 222+0 points per round to each player.

3. Both go attempt to go through Gate A — Both players attempt to go through Gate A, thus requiring
each player to pass through Gate C. This gives both players 7 points.

4. Exploitation — One of the players always goes through Gate A, leaving the other to go through Gate
D. This gives the players 22 and 0O points, respectively.

The sub-game perfect one-shot NE of this game is for both players to try to pass through Gate A,
while the mutually cooperative solution (which can be sustained as a NE of the repeated game using trigger
strategies) is for both players to move through Gate B.

The Block Game The Block Game, depicted in Supplementary Figure {] is an extensive-form game.
Extensive-form games have a tree-like structure in which player’s take turns making moves. When played
repeatedly, extensive-form games are RSGs in which the root node is the start stage and the leaf nodes are
goal stages. In stages in which it is player 7’s turn to move, player —’s action set has cardinality of 1 (i.e.,
|A_;(s)| = 1); it has no ability to impact the outcome of that stage.

The Block Game is a turn-taking game in which the two players share a set of nine blocks. In each
round, the players take turns selecting a block until they each have three blocks, with one player (typically
the older sibling) going first in each round. If a player’s three blocks form a valid set (i.e., she has all blocks
of the same color, all blocks of the same shape, or none of her blocks have the same color or shape), then
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Supplementary Figure 4: An extensive-form game in which two players share a set of blocks. The two
players take turns selecting blocks from a nine-piece blocks set until they each have three blocks. The
goal of each player is to get a valid set of blocks with the highest value as possible, where the value of a
set is determined by the sum of the numbers on the blocks. Invalid sets produce negative points, defined
by the sum of the values on the blocks divided by four. (a) A fair, but inefficient outcome in which both
players receive 18 points. (b) An unequal outcome in which one player receives 40 points, while the other
player receives just 10 points. However, when the players take turns getting the higher payoff (selecting all
the squares), this is the Nash bargaining solution of the game, producing an average payoff of 25 to both
players. (c) An outcome in which neither player obtains a valid set, and hence both players lose points.
(d) This particular negative outcome is brought about when player 2 defects against player 1 by taking the
block that player 1 needs to complete its (most-valuable) set. (e) Player 1 then retaliates to ensure that player
2 does not get a valid set either.

17



her payoff in the round is the sum of the numbers on her blocks. If she fails to collect a valid set, she loses
the sum of her blocks divided by 4.

Though rather simple, this game is strategically complex. Each player would like to collect all of the
squares (40 points) or all of the red blocks (23 points). However, to reach either of these outcomes, the other
player would have to accept either getting all of the triangles (10 points) or all of the blue blocks (17 points),
respectively. Since the other player can get 18 points by taking blocks that all differ in shape and color,
(s)he/it is unlikely to repeatedly accept either of those two outcomes. Thus, a player has to decide whether
to try to bully the other player (possibly by punishing the other player, which might require the acceptance
of outcomes producing negative payoffs in early rounds in order to get better outcomes in later rounds) or
to collaborate with them in some way. This decision depends on the characteristics of the other player.

There are a number of different solutions the players can converge to in this game, which we list in
descending collaborative order:

1. (Mutual Cooperation) Alternate between O’s and A’s — The players alternate between selecting all of
the squares and all of the triangles. Thus, both players average 25 points per round ((40 + 10)/2).

2. Alternate between red and blue — The players take turns selecting the red and blue blocks (respec-
tively) in alternating rounds, Both players average 20 points per round ((23 + 17)/2).

3. All different — The players both select blocks with no matching attributes. This always gives both
players 18 points. This solution is fair, but not efficient, since alternating between 0O’s and A’s gives
both players higher payoffs.

4. Pure red-blue — One of the players always takes all the red blocks (23 points), while the other player
always takes the blue blocks (17 points).

5. Pure O-A — One player always takes the squares (40 points), while the other player always gets the
triangles (10 points).

The Block Game has many one-shot NE, including solutions that produce the Pure 0O-A solution and the
All Different solution (which is the sub-game perfect NE). The NBS occurs when players alternate between
O’s and A’s. This solution can be sustained as a NE of the repeated game using trigger strategies. The Block
game most closely equates with the Unfair payoff family and the Temptation cooperative family.
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Supplementary Note 3

Evaluating Existing Algorithms in Repeated Games

Our goal is to find an algorithm that effectively establishes and maintains long-term relationships with both
people and other machines in arbitrary repeated games. In this section, we address one aspect of this goal:
finding an algorithm that establishes effective long-term relationships with other machines (algorithms).
To do this, we analyze the capabilities of existing algorithms for playing repeated games to see if any of
these algorithms meets this objective across the full set of 2x2 games in which players have strict ordinal
preference orderings over the four game outcomes (Supplementary Figure|[I).

Algorithms designed to play repeated games were first studied in the context of equilibrium attainment
and computation. Example algorithms included Fictitious Play [37] and other forms of so-called “rational”
learning [38) 8]. However, such algorithms were typically not intended to prescribe machine behavior.
In the early 1980s, Axelrod conducted a computer tournament in which he compared algorithms in an
iterated prisoner’s dilemma [6], with the goal of finding a robust and effective way to play this game.
Subsequent work in the development of algorithms for playing repeated games in evolutionary biology,
economics, and the social sciences have continued to focus on strategies for playing specific games, such
as prisoner’s dilemmas or the Staghunt [39]. Popular algorithms studied in these disciplines have included
tit-for-tat [6]], win-stay-lose-shift [40], zero-determinant strategies [41], and stochastic memory-one and
memory-two strategies [42].

It was not until the pioneering work of Littman, who combined reinforcement learning with concepts
from game theory [43]], that research in the area of learning in games was performed in mass among members
of the Al community (e.g., [44, /45,146,147, 19,148 149| 11,50, 51} 152} 53 10, 154 20} 155, 17,156, (15,157, 112} 58|
59,160,113 161,162, 163,164} 18,165, 1} 166,67, 3]]). As a result of this research emphasis, many general-purpose
learning algorithms have been developed.

Given the goals of this paper, we are interested in determining if any of these algorithms are able to estab-
lish and maintain successful relationships in arbitrary repeated games when paired with a variety of unknown
associates. Simultaneously, we are interested in understanding what characteristics of top-performing algo-
rithms cause them to be successful. Ultimately, we seek to understand how to create an adaptive and robust
(general-purpose) algorithm for repeated games that finds ways to maximize its payoffs in a wide variety of
scenarios (that conform with the assumptions given in Supplementary Note 2) in which it might be placed.

Objective

As stated in Supplementary Note A, it is not possible to develop an algorithm that is guaranteed to act
optimally (with respect to payoffs received) given an arbitrary game and (unknown) partner [6, 7, [1]. Despite
this impossibility, our goal is to identify an algorithm (and the critical algorithmic mechanisms used by that
algorithm) that performs effectively in arbitrary scenarios when paired with people and other algorithms it
is likely to encounter. Thus, we seek algorithms with the following three properties:

1. Game Independence. The algorithm must have high performance in general, and not only in specific,
targeted games. Our primary question: Is there an algorithm that has high performance across the
periodic table of 2x2 games (Supplementary Figure[I))?

2. Partner Independence. The algorithm should be capable of establishing effective relationships with
many different kinds of partners (including both itself, other algorithms, and people) whose behavioral
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dynamics may or may not change over time (i.e., one’s partner might be learning too!). There has
been a tendency to focus on analyzing the performance of algorithms against stationary (non-adaptive)
partners. While this focus lends itself to elegant theoretical results, such results say little about whether
algorithms will be able to effectively interact with people and many other machines (whose strategies
are typically non-stationary). In this chapter, we analyze algorithms when associating with 25 different
algorithms drawn from a wide variety of families of algorithms.

3. Fast and Sustainable. Since people are unlikely to continue to utilize or interact with machines that
do not quickly produce effective behavior, successful algorithms should learn effective behavior (in
scenarios they have never seen before) within a small number of rounds of interaction. Likewise, a
successful algorithm must be able to maintain a successful relationship over long periods of time.

To determine the ability of existing algorithms to obtain high empirical performance given different
games, partners, and game lengths, we conducted a large empirical study in which we compared the perfor-
mance of 25 representative algorithms from the literature. In so doing, we evaluated the algorithms across
the full periodic table of 2x2 games at three different game lengths (100-round, 1000-round, and 50,000-
round games, respectively). Comparisons were made with respect to the six metrics overviewed in Table 5]
which we now formally define.

Evaluation Metrics

To measure the ability of algorithms to develop successful long-term relationships with other algorithms in
arbitrary 2x2 games, we evaluated algorithms with respect to six different metrics (Supplementary Table [5).
Collectively, these metrics are designed to assess the abilities of algorithms with respect to partner inde-
pendence, game independence, and fast and sustainable behavior. We both score and rank algorithms with
respect to each metric. We define each metric in turn.

Round-Robin Average Let J be a set of algorithms, GG be a set of games, and 7" be the number of rounds
in a game. The round-robin average is the average payoff obtained by an algorithm when it is paired with
each algorithm j € J in each game g € G for 7" rounds. Formally, the average per-round payoff of algorithm
1 when it is paired with algorithm j in a T-round interaction is given by

. 1 I .
Ui(g)Z?er(g,t), 1
t=1

where r{ (g,t) is the payoff received by algorithm 7 in round ¢ of an interaction with player j in game g.
Then, the round-robin average of algorithm i is given by

RRA;(G,J) = L IAC)E 2

Gl gets je

where |G| and |J| denote the cardinalities of the sets G and .J, respectively.

To measure the game independence of algorithms, we observe the round-robin averages of algorithms
across the full set of 2x2 games (Supplementary Figure [T)), as well as across games that belong to indi-
vidual payoff families. To help measure partner independence, we observe the round-robin averages of
algorithms across pairings with all algorithms under consideration, as well as when associating only with
partner algorithms from specific algorithm families (discussed in the subsection entitled Algorithms in this
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Metric

Description

Round-Robin

The average per-round payoff of the players in the round-robin tournament when paired

Average with all algorithms in all games.

% Best The proportion of possible partner algorithms against which the algorithm has the

Score highest per-round payoff averaged over all games.

Worst-Case The average relative score of an algorithm when paired with the partner against which it

Score has the lowest average relative score.

Replicator The usage rate of the algorithms over 10,000 generations of the application of the

Dynamic replicator dynamic.

Group-1 A series of elimination tournaments in which algorithms are divided into four groups of

Tournament equal size. The winner of the round-robin tournament played in each group advances to
the championship round, which crowns the winner via another round-robin tournament.

Group-2 A series of elimination tournaments in which algorithms are divided into four groups of

Tournament equal size. The top two performers in the round-robin tournament conducted in each

group advance to the semi-finals. The top two performers in the round-robin
tournament involving semi-finalists advance to the championship round, which consists
of a two-player round-robin tournament, the winner of which is crowned champion.

Supplementary Table 5: An overview of the metrics used to compare and contrast 25 existing algorithms for
playing 2x2 games.

Supplementary Note). To measure fast and sustainable behavior, we observe round-robin averages at differ-
ent game lengths. In short, we vary G, J, and T to assess the robustness of algorithms with respect to the
round-robin average.

We also rank the algorithms with respect to their round-robin averages. The rank of algorithm 7 with
respect to the round-robin average is give by

rankrra(i,J,G) =1+ Z ssig(j,1,G), 3
jeJ

where ssig(j,i,G) = 1 if the payoffs of algorithm j are statistically higher than those of algorithm ¢, and
ssig(j,i,G) = 0 otherwise. Statistical comparisons are made via pairwise comparisons (two-way t-tests) of
the relative scores of the players (o = 0.05). The relative score is used to reduce the variance across games
so that we can focus on differences between players, while preserving the relative payoffs of the players.
Formally, the relative score of algorithm ¢ when paired with algorithm j in game g is

s1(g) =vl(g9) - v’ (9), 4

where

O

B . 0)) 5

[T1I1 i jer
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In words, the relative score in game g is an algorithm’s average payoff in game g relative to the performance
of all algorithms in that game.

For visualization purposes, it is also useful to consider the normalized relative score. Formally, the
normalize relative score of algorithm 7 when paired with algorithm j in game g is given by

s1(g)

maXgej Sk ’

nl(g) =

where 5, is the average relative score of algorithm k, given by

T B 5 '

geG jeJ

The normalized relative score is useful for visualization purposes since the top-ranked algorithm in the
set J will have an average normalized relative score of 1, while an average algorithm will have a average
normalized relative score of 0 and a low-performing algorithms will have a negative average normalized
relative score.

Select the Best The % best score is the proportion of partner algorithms (from the set J) against which an
algorithm has the highest average per-round payoff across all games. This metric is based on the answer to
the question: which algorithm 7 € J would you choose if you knew the identify of the partner algorithm?
Formally, let

. 1 ifrankrra(i,{j},G) =1
best(i,5,G) < { 0 otherwise 8
Then, the % best score of algorithm ¢ with respect to J and G is given by
best_score;(J,G) = — > best(i, j,G). 9
|J| jedJ

Algorithms are ranked by this metric based on these best scores. Ties are broken by the number of rank-2
finishes, rank-3 finishes, etc.

Worst-Case Score An algorithms worst-case score is its average relative score when paired with the partner
algorithm j € J against which it has the lowest average relative score. This metric answers the question, if
you do not know the partner algorithm’s identity, which algorithm should you choose in order to minimize
your lowest possible average relative scoreEI? Formally, let the average relative score of algorithm ¢ when
paired with algorithm j across the games in G be

; 1
5 = s1(9)- 10
il 2°

*In theory, algorithms can guarantee a payoff no better than their maximin value against an omnipotent adversary (i.e., an agent
that seeks only to lower the other player’s payoffs). Algorithms that are guaranteed to not perform significantly worse than their
maximin value (in expectation) are known to be secure 8,112,113} [1]. While we find this to be a useful metric, many algorithms exist
that have this property, including many of the algorithms chosen for inclusion in our study. Furthermore, we value a more practical
metric. Thus, in this work, we measure worst-case performance when paired with represented algorithms chosen for inclusion in
our study rather than when paired against omnipotent opponents.
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Then, the Worst-Case Score of algorithm 7 with respect to the set J is

worst;(J) = I]nel}lg‘z 11

Algorithms are ranked based on these worst-case scores. The top-ranked algorithm is arg max;c y worst;(J).

Usage Rate — Replicator Dynamic Another metrics of success is how often an algorithm would be used
over a series of generations (we use 10,000 generations) when the population is free to choose the algorithm
they desire. Evolutionary dynamics, such as the replicator dynamic [68]], provide a way to model population
dynamics, from which we can predict the usage rates of the algorithms.

The replicator dynamic proceeds as follows. Let x! be the proportion of the population that uses algo-
rithm 7 in generation ¢, such that (z, ..., xf J|) describes the distribution of algorithms used in the population,

subject to the constraint that 3, ; ¢ = 1. In this work, the population is initially equally divided among the

algorithms in J, such that x? = ﬁ Then, the fitness of algorithm 7 in generation ¢ is given by

fi= Z;]w§RRAi(G, - 12
J€

Finally, the proportion of the population using algorithm 7 in generation ¢ + 1 is given by:
:c?l:xf-lrxﬁ(ff—(j)t), 13
where ¢ is the average fitness of the population in generation ¢, given by ¢: = 3,_; a:; f;.
Thus, algorithm 7’s usage rate U (¢) over 10,000 generations is given by
1 10,000

" 10,000 &

xt, 14

U;
where ! is the proportion of the population using algorithm 4 in generation ¢. The algorithm with the highest
usage rate (i.e., argmax; U(7)) is ranked highest with respect to this metric. To fully rank all algorithms,
we iteratively removed the winner and re-evolve the population (using the replicator dynamic).

Elimination Tournaments The final two metrics, which are motivated by Rapoport et al. [69]], are elimina-
tion tournaments. In these tournaments, algorithms are eliminated via a series of round-robin tournaments.
In the first tournament, which we refer to as the Group-1 Tournament, the algorithms in J are randomly di-
vided into equally-sized groups (in our case, four groups of size 6, 6, 6, and 7). A round-robin tournament is
conducted in each group. The winner from each group advances to the championship round, which consists
of another round-robin tournament. Algorithms are ranked by the percentage of trials (out of 10,000) that
they win the championship round, with ties broken by the percentage of trials the algorithms advance to the
championship round.

In the second elimination tournament, the algorithms in J are, again, randomly divided into equally-
sized groups (in our case, four groups of size 6, 6, 6, and 7). A round-robin tournament is conducted in
each group. The top two performers in each group advance to the semi-finals, which consists of another
round-robin tournament. The top two performers in the semi-final tournament are then paired in a two-
player round-robin tournament, the winner of which is crowned the champion. Algorithms are ranked by
the percentage of trials (out of 10,000) that they win the championship round, with ties broken by the
percentage of trials the algorithms advance to the championship round and then the semi-final round.
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Algorithms

In attempt to find an algorithm that meets the previously stated objectives, we compared the performance of
the 25 algorithms listed in Supplementary Table [6| using the metrics presented in the previous subsection.
While certainly not inclusive of all algorithms created for repeated games, these algorithms represent many
different genres of algorithms from various academic disciplines, including computer science, economics,
evolutionary biology, and other social sciences. Since many of these algorithms have also been shown to
have high performance characteristics in previous empirical evaluations [[12} 162,13\ [1], this evaluation helps
us obtain a good understanding of the current state-of-the-art for playing repeated normal-form games.

We categorize the algorithms in Supplementary Table [6] into four broad families of algorithms: static
algorithms, reinforcement-learning algorithms, expert algorithms, and belief-based/other algorithms. The
table provides a color coding to specify this categorization. The static algorithms included in our study were
RANDOM, BULLY, GODFATHER, WSLS, MEM-1, and MEM-2. These algorithms have been commonly
studied in evolutionary biology and the social sciences in prisoner’s dilemmas. While these algorithms have
their differences, they all share an important characteristic: they do not change their strategies over the
course of an interaction (though they do, with the exception of RANDOM, condition their behavior on the
results of previous rounds).

The next six algorithms listed in Supplementary Table [6] all use reinforcement learning [70]. These
algorithms are Q-LEARNING, WOLF-PHC, CJAL, MBRL-1, MBRL-2, and M-QUBED. MBRL-1 and
MBRL-2 use model-based reinforcement learning while the other four algorithms use model-free rein-
forcement learning. With the exception of WOLF-PHC, each of these algorithms uses e-greedy exploration
(based on current Q-estimates) to select actions.

Expert algorithms are represented by the next eight algorithms listed in Supplementary Table[6] Each of
these algorithms attempts to learn from experience which expert (i.e., strategy or algorithm), from among
a particular set of pre-selected strategies or algorithms, produces the highest payoff in the given scenario.
Thus, these algorithms differ from each in other with regards to (a) the set of experts they consider and
(b) the method for selecting which expert to follow (which we refer to as the expert-selection mechanism).

We group the last four algorithms, consisting of belief-based algorithms and algorithms that otherwise
use a combination of methods into a final family called other algorithms. Belief-based algorithms are rep-
resented in our evaluation by FICTITIOUS PLAY and STOCHASTIC FICTITIOUS PLAY. These algorithms
use their past experiences to formulate beliefs about their partner’s future behavior. The algorithms then
compute and play a best-response strategy under the assumption that the algorithm’s beliefs are correct. Fi-
nally, the last two algorithms, MANIPULATOR and MANIPULATOR-GODFATHER, combine several different
genres of algorithms. Both of these algorithms initially compute and play static strategies designed to force
a rational associate toward a particular solution. However, if these strategies are unsuccessful in teaching
their partner the desired behavior, both algorithms switch to model-based reinforcement learning. If still
unsuccessful, these algorithms eventually switch to playing their maximin strategies.

In selecting parameter values for these algorithms, we sought to remain consistent with the settings used
in the published literature, while also seeking to optimize each algorithm’s performance. However, it was not
possible for us to test all combinations of parameter values for all algorithms. In any event, this comparison
is not intended to identify an absolute best algorithm for repeated games, but rather to find a robust and
effective algorithm that meets the previously stated criteria when associating with other algorithms.
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Supplementary Table 6: Representative algorithms and implemen-
tation details.

Algorithm Implementation Details
RaNDOM [} Randomly chooses an action from a uniform distribution in each round.
BuLLy [ By Littman and Stone [52,53]]. The algorithm is similar to a zero-determinant

strategy [41] (but discovered a decade earlier). The version of the algorithm we use
enforces (by punishment) the target solution that can produce the highest payoff to
the player when the associate maximizes its own payoffs given that it (1) remembers
only the last joint action played and (2) plays only pure strategies.

GODFATHER By Littman and Stone [52,53]]. This algorithm is essentially a generalized generous

(GTFT) B tit-for-tat strategy strategy. The algorithm is equivalent to BULLY with a different
target solution. GODFATHER seeks to enforce the target solution that maximizes the
product of the players’ advantages.

WSLS Win-stay-lose-shift, or Pavlov [40]]. In our implementation, the algorithm repeats the
action played in the previous round if the previous round’s payoff was greater than
or equal to the player’s expected payoff if all solutions were equally likely.
Otherwise, the algorithm plays the opposite action from the one it played in the
previous round. It randomly selects an action in the first round.

MEeM-1 |l Evolutionarily evolved stochastic memory-1 strategies. A separate strategy was
evolved over 500,000 generations for each game using the technique described by
Iliopoulous [42]. We used a 32 x 32 grid, with a replacement rate of 0.01 and a
mutation rate of 0.005.

MEeM-2 [l Evolutionarily evolved stochastic memory-2 strategies. A separate strategy was
evolved over 1,000,000 generations for each game using the technique described by
Iliopoulous [42]]. We used a 32 x 32 grid, with a replacement rate of 0.01 and a
mutation rate of 0.005.

Q-LEARNING A model-free reinforcement learning algorithm proposed by Watkins [71]. Our
(QL) implementation encodes state as the previous joint action and uses £-greedy
exploration. Q-values were initialized randomly in the interval [0

1
7:0.95,(1: m

1 1
; 1—7]' € = 10+¢/10°

WOLF-PHC By Bowling and Veloso [11]. A reinforcement learning algorithm that uses
policy-hill climbing and a variable learning rate. We used o = 157 t1/100’ €= To7 1&1/100’
_ 2 _ 1
o = 100+£/100° Ow = 100+¢/100°
CJAL By Banerjee and Sen [72]. A conditional joint-action learner. NV = 400 and € = 0.
MBRL-1 A model-based reinforcement learning algorithm that encodes its state as the

previous joint action. The algorithm estimates the associate’s behavior using the
fictitious-play assessment conditioned on the current state, and then computes a best
response using value iteration (discount factor v = 0.95). It uses e-greedy

exploration, £ = m, and k"(s,a) = 1 forall s € S and a € A;(s).
MBRL-2 Same as MBRL-1, except that it encodes state as the previous two joint actions.

Continued on the next page
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Supplementary Table 6 (continued) Representative algorithms and implementation details.

Algorithm Implementation Details

M-QUBED By Crandall and Goodrich [13]. A model-free reinforcement learning algorithm.
Parameters set as specified in Table 7 of the cited paper.

GIGA-WOLF By Bowling [15]. A no-regret algorithm. We used 7; = %

WMA Weighted Majority Algorithm, by Freund and Shapire [[73]]. We used 3; = 0.9909.

S++ By Crandall [1]]. Our implementation was identical to that of the published work.

S++/SIMPLE Identical to S++ except that the algorithm selects from a simpler set of experts. This
simplified set of experts consists of each of the pure strategies, the maximin strategy,
and a strategy that alternates between the two actions.

Exp3 A no-regret algorithm by Auer et al. [44]. In our implementation, the algorithm
selects from the same set of experts as S++. We used 7; = | 2,| , where | A;] is the
number of actions for player ¢, and g; = 50000.

EXP3/SIMPLE Identical to Exp3 except that the algorithm selects from a simpler set of experts.
This simplified set of experts consists of each of the pure strategies, the maximin
strategy, and a strategy that alternates between the two actions.

EEE By de Farias and Meggido [17]. An e-greedy expert algorithm. In our
implementation, the algorithm selects from the same set of experts as S++. We used
w=|4|A-;]and e = 10+—%.

EEE/SIMPLE Identical to EEE except that the algorithm selects from a simpler set of experts. This
simplified set of experts consists of each of the pure strategies, the maximin strategy,
and a strategy that alternates between the two actions.

S Derived from Karandikar et al. [47]. Consistent with the work of Karandikar, the
implementation we use [1] is identical to S++ except it does not prune the set of
selectable experts or implement best-response and security overrides (as is done
with S++). We used A = 0.99.

FicTiTIOUS Originally proposed by Brown [37/]. See also Fudenberg and Levine [8]. Fictitious

PLAY (FP) | play is a special case of “rational” learning with a Dirichlet-distributed prior [8]]. We
used x°(a) = 0 for all a. Typically studied for the computation of Nash equilibria, it
is still interesting as an online-learning algorithm.

STOCHASTIC See Fudenberg and Levine [8]]. A variant of Fictitious Play that can learn to play

FictiTious | mixed strategies. We used x"(a) = 0 for all a, along with Boltzmann exploration

PLAY (SFP) with temperature parameter set to 7 = %.

MANIPULATOR By Powers and Shoham [[12]]. This algorithm serially follows three different

MANIPULATOR-
GODFATHER [}

algorithms. In our implementation, it follows BULLY for the first 150 rounds.
Thereafter, if its payoffs become lower than expected, it switches to MBRL-1.
After 300 rounds, if its average payoff ever drops substantially below its maximin
value (i.e., v;"™ — ¢), it plays its maximin strategy thereafter.

By Powers and Shoham [[12]. Identical to MANIPULATOR, except that it follows
GODFATHER instead of BULLY over the first 150 rounds.
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Games

We compared the 25 selected algorithms across the set of games described in Supplementary Note [2] (see
the subsection entitled Evaluation Methods). This set of 720 2x2 games forms a compelling test-set against
which none of the selected algorithms has previously been evaluated. Furthermore, we are not aware of
any other study in which algorithms have been evaluated against such a comprehensive set of games and
associates.

Outcomes

An overview of the performance comparison of the 25 algorithms selected for our study with respect to the
six metrics (at each game length) is given in Supplementary Table[/| The average payoffs received by each
algorithm in each pairing at each game length and the scores of each algorithm with respect to each metric are
provided at the end of this Supplementary Note in Supplementary Tables In addition, Supplementary
Tables [§]and 0] show the rankings of the algorithms with respect to the round-robin averages when restricted
to interactions with specific partner families and classes of games, respectively. Supplementary Figure [3]
gives a visual comparison of the relative performance of selected algorithms given the different payoff
families, game lengths, and partner families. Finally, Supplementary Figure [6] shows the evolution of the
population when subject to the replicator dynamic for each game length.

We first discuss high-level observations about these collective results. We then further illuminate these
observations by discussing the performance profiles of several of the algorithms.

General Observations Several interesting high-level observations can be made from Supplementary Ta-
bles and Supplementary Figure[5] which we discuss as a series of bullet points.

1. It is interesting to observe which algorithms did not perform especially well in this evaluation. These
algorithms include:

* Static algorithms that have been shown to be robust algorithms for prisoner’s dilemmas. These
algorithms include generalized (generous) tit-for-tat (i.e., GODFATHER) [74)], WSLS [40]], and
evolutionarily evolved memory-one and memory-two stochastic strategies (e.g., MEM-1 and
MEM-2). While some of these algorithms are somewhat effective in shorter interactions in
some scenarios, they have relatively poor performance in longer interactions. One important
drawback of these algorithms is that they do not adapt to their partner’s behaviors. Thus, they
are not partner independent. The results also show that these algorithms are better suited in
games belonging to some payoff families than those belonging to others, thus demonstrating a
lack of game independence.

* Algorithms designed to minimize regret. These algorithms include GIGA-WOLF, WMA, and
EXP3. Regret minimization is a central component of world-champion computer poker algo-
rithms [3]. Though regret minimization appears to be effective in zero-sum games, it is not
guaranteed to correlate positively with payoff maximization in general-sum games. Indeed,
previous work has shown that regret minimization often does not correlate with payoff maxi-
mization when associates are adaptive [[17, 18165, [1]. In fact, these algorithms were among the
weaker algorithms in our evaluations across the six performance metrics.
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. Round-Robin % Best  Worst-Case Replicator  Group-1  Group-2 | Rank Summary

Algorithm .

Average Score Score Dynamic Tourney Tourney Best — Mean — Worst
S++ L, 1, 1 2,1, 2 I, 1, 1 L, 1, 1 1, 1, 2 L 1, 1 1- 12- 2
MANIPULATOR 3, 2,3 4, 3, 8 5 2, 4 6, 4, 3 5 3,3 5 2, 2 2—- 37- 8
BULLY 3, 2, 1 3, 2, 1 7,13,20 7, 3, 2 6, 2, 1 6, 3, 5 1- 48-20
S++/SIMPLE 5 4, 4 8 5 9 4, 6,10 10, 2, 6 8, 4, 6 9, 4, 6 2- 6.1-10
S 5 5, 8 6, 7,10 3, 3, 8 5 5, 8 7, 5, 9 7, 5, 9 3- 64-10
FICT. PLAY 2, 8,14 1, 6,10 2, 8,16 3,12, 15 2, 8,12 4, 9,14 1- 81-16
MBRL-1 6, 6,10 5 4,7 8, 7,14 11,11, 13 9, 7,10 8, 7,10 4- 85-14
EEE 11, 8, 7 14, 9, 5 9, 4, 2 14,10, 9 13, 9, 8 13,10, 8 2- 9.1-14
MBRL-2 14, 5, 5 13, 8, 6 19, 5, 3 18, 9, 4 18, 6, 5 18, 6, 4 3-92-19
MEM-1 6, 9,13 7,10,21 6, 9,17 2, 6,10 3,10, 17 2, 8,15 2- 95-21
M-QUBED 14,20, 4 15,20, 3 15,19, 5 17,19, 5 17,21, 4 16,21, 3 3-132-21
MEM-2 9,11,20 9,11,22 13,17,22 4,13,19 4,13,25 3,12,20 3-13.7-25
MANIP-GF 11, 11,21 12,12, 19 12,11, 19 9, 7,20 12,14,20 11,13,21 7-142-21
WOLF-PHC 17,11, 13 18, 14, 14 18, 14, 18 16,14,14  16,11,11 15,11, 11 11-142-18
QL 17,17, 7 19,19, 4 17,18, 7 19,18, 7 19,20, 7 19,18, 7 4-144-20
GF (GTFT) 11, 14,22 11, 15,20 11, 16,23 8, 8,22 10,16,21 10,15,22 8-153-23
EEE/SIMPLE 20, 15, 11 20,17, 12 20,10, 9 20,16,11  24,15,14 20,16, 13 9-157-24
ExP3 19,23, 11 16,23, 15 16,23, 6 15,23,12  15,25,13 17,25,12 6-172-25
CJAL 24,14, 14 25,14, 13 24,12, 15 24,17,16  20,12,16 22,14,16 12-17.3-25
WSLS 9,17,24 10, 16, 24 10, 20, 24 12,20,24  11,17,24 12,17,25 9-17.6-25
GIGA-WOLF 14,19, 23 17, 18,23 14, 15, 21 13,15,23  14,18,22 14,19,23 13-18.1-23
WMA 21,21, 15 21,21,16  22,21,12 22,21,17  21,19,15 23,20, 17 12-19.2-23
STOCH. FP 21,21, 15 22,22,17 23,22, 11 23,22,18 25,24,18 25,22,18 11-20.5-25
EXP3/SIMPLE 21,24, 16 23,24, 18 21,24, 13 21,24,21  22,22,19 21,23,19 13-20.9-24
RANDOM 24,25, 25 24, 25,25 25, 25,25 25,25,25 23,23,23 24,24,24 23-24.4-25

Supplementary Table 7: We compared and ranked 25 algorithms with respect to the six performance metrics
described in Supplementary Table [5] across the periodic table of 2x2 games (Supplementary Figure [I). A
lower rank indicates higher performance. For each metric, the algorithms are ranked at three different game
lengths: 100-round, 1000-round, and 50,000-round games, respectively. For example, the 3-tuple (3,2,1)
means the algorithm was ranked 3'¢ in 100-round games, 2"¢ in 1000-round games, and 1! in 50,000-round

games.
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Rank by Partner Family
Algorithm vs. Static vs. RL vs. Expert  vs. Other Rank Summary
Algs . Algs Algs Algs . Best — Mean — Worst
S++ I, 1, 1 3, 2, 2 1, 2, 2 I, 1, 1 1- 15- 3
MANIPULATOR 6, 6,10 1, 1, 2 3, 2, 2 5 3,3 1- 3.7-10
S++/SIMPLE 4, 3, 7 4, 4, 4 5, 4, 4 4, 3, 3 3—41-7
BULLY 7,11, 19 L, 1, 1 3, 1, 1 51, 1 1- 43-19
S 3, 2, 7 9,5 9 5 5, 6 4, 3, 3 2- 51-9
MBRL-1 3, 1, 1 10, 8 9 5 7,11 I, 3, 4 1- 52-11
MBRL-2 11, 2, 1 18, 5, 4 14, 5, 6 9, 4, 3 1- 68-18
FICT. PLAY 1, 7,12 4, 5,14 1, 7,11 1, 7,12 1- 68-14
EEE 11, 6, 1 10, 5, 4 11,10, 9 9, 8 5 1- 74-11
MEM-1 3, 9,18 6, 5,11 5 7, 9 4, 8,11 3- 80-18
QL 16,10, 1 18,19, 8 17,16, 6 15,12, 5 1-119-19
MEM-2 6, 9,18 13,13,17 9,11, 11 9,11, 18 6-12.1-18
M-QUBED 11,17, 1 17,19, 6 14,19, 4 15,20, 4 1-122-20
MANIP-GF 12,13, 19 6,11,17 11,11,18 9,11,20 6-132-20
WOLF-PHC 18,10,12  15,12,14 17,14,11 18,11, 11 10-13.6-18
GF (GTFT) 12,19, 23 6,11,16 11,11,11 9,14,22 6-13.8-23
EEE/SIMPLE 20, 10,10 18,14, 9 20,16,11 20, 14,11 9-144-20
WSLS 8,12,19 10,17,24 9,16, 24 8, 16,22 8-154-24
Exp3 18,23, 7 15,23, 9 19,23,11 19,23,11 7-16.8-23
CJAL 24, 9,11 24,14,14 24,15,20 24,11,11 9-16.8-24
GIGA-WOLF 16,19,23 14,15,21 14,17,23 15,18,22 14-18.1-23
StoCH. FP 21,19,11  22,19,16 21,21,11 21,20, 16 11-182-22
WMA 21,19,11  22,20,16 21,21,11 21,20, 16 11-18.2-22
EXP3/SIMPLE 21,24,12  21,24,14  21,24,20 23,24,17 12-20.4-24
RANDOM 24,25,25 24,25,25 24,25,25 24,2525 24 -24.7-125

Supplementary Table 8: Algorithm rank based on the round-robin average when restricted to interactions
with individual partner families (see Supplementary Table [6). Lower rank indicates higher performance,
and is determined by the number of algorithms that had statistically higher payoffs than that algorithm
(Supplementary Equation [3)). For each category, the algorithms are ranked at three different game lengths:
100-round, 1000-round, and 50,000-round games, respectively. For example, the 3-tuple (1,2, 3) means the
algorithm was ranked 1 in 100-round games, 2" in 1000-round games, and 3" in 50,000-round games.
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(c) Performance when paired with each partner family in 50,000-rounds games.

Supplementary Figure 5: The average normalized relative score (Supplementary Equation [6)) of seven se-
lected algorithms in interactions categorized by (a) payoff family (50,000-round interactions only), (b) game
length, and (c) partner family (50,000-round interactions only). A normalized relative score of 0 indicates
average performance, a normalized relative score of 1 indicates the highest relative performance, and a nor-
malized relative score less than O indicates performance that is less than average (among the 25 selected

algorithms). Error bars show the standard error of the mean.
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Supplementary Figure 6: Evolutionary dynamics based on the replicator dynamic.

2. It is also interesting to observe which algorithms performed on average. We focus on the algorithms
that ranked in the top five across our evaluations. These algorithms can be categorized into two groups:

* Algorithms whose principle strategy is to try to bully their associate. Averaged across all metrics
we considered, MANTPULATOR and BULLY ranked second and third, respectively (Supplemen-
tary Table[7). Both of these algorithms initially compute and then play a strategy that enforces
the solution that gives it the highest payoff subject to its partner’s payoff also exceeding its
maximin value. BULLY perpetually seeks to play this (zero-determinant [41]) strategy, while
MANIPULATOR only continues to play this strategy if doing so produces high payoffs. As a
result, these algorithms tend to be able to exploit adaptive partners that eventually learn to play

a best response. However, the bully strategy often performs poorly when its partner does not
learn.

* Algorithms that utilize various forms of aspiration learning [[15,/47]. Across all game lengths and
all metrics, the algorithms that ranked first (S++), fourth (S++/SIMPLE), and fifth (S) were ex-
pert algorithms that used various forms of aspiration learning. The top-rated algorithm, S++ [11],
was consistently one of the top performers across all metrics (Supplementary Table[7). It also in-
teracted effectively when paired with all partner families (Supplementary Table[8) and in games
belonging to each payoff and cooperative family (Supplementary Table [J), thus displaying both
partner and game independence. Furthermore, it maintained its superior performance in both
shorter and longer interactions, thus demonstrating fast and sustainable learning. Due to the su-
periority and robustness of S++, we discuss it at greater length later in this Supplementary Note
and, indeed, the remainder of the paper.

To better understand these observations and other trends, we discuss the performance profiles of a num-
ber of algorithms in more detail. This discussion is intended to highlight the strengths and weaknesses of

various algorithms and algorithmic families with respect to partner independence, game independence, and
fast and sustainable behavior.
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Performance Profiles of Several Selected Algorithms The algorithms we selected to discuss in more
detail are GODFATHER (i.e., GF (GTFT), an algorithm that computes and plays a generalized, generous
tit-for-tare strategy), FICTITIOUS PLAY, EXP3, MBRL-1, M-QUBED, BULLY, and S++.

Godfather (gTFT): One of the more surprising results from our study was the relatively low perfor-
mance of GODFATHER, which implements a form of generalized (generous) tit-for-tat. Tit-for-tat has re-
peatedly been shown to be a robust strategy in prisoner’s dilemmas [74, 40]]. The algorithm is very simple:
reciprocate both cooperation and defection. In other words, GODFATHER plays its part of the mutually
cooperative solution until the other player fails to play its part. Once the partner “defects”, GODFATHER
punishes its partner by playing its minimax (attack) strategy until its partner’s payoffs are less than they
would have been had it always played the mutually cooperative solution. Once the punishment is complete,
it returns to playing the strategy corresponding to mutual cooperation.

Supplementary Figure [Sp shows that, averaged over all pairings, GODFATHER is relatively successful
in games belonging to three payoff families: Win-Win, Inferior, and Cyclic. Games in the Inferior (which
includes the prisoner’s dilemma) and Cyclic payoff families have Pareto-dominated one-shot NE, scenarios
for which the tit-for-tat strategy was originally designed. However, GODFATHER is highly unsuccessful in
the other three game classes. A primary take-away from this result is that, because of the almost exclusive
focus on prisoner’s dilemma, a general understanding of what strategic behavior leads to effective long-term
relationships has not been identified by this past research (even though that research has been illuminating
for specific types of scenarios).

Fictitious Play: Another widely studied algorithm is FICTITIOUS PLAY, a simple belief-based algo-
rithm whose dynamics are now highly understood. Supplementary Table [/| shows that this algorithm is
very successful (at least with respect to average, best, and worst-case performance) in shorter interactions
(i.e., 100 rounds). However, Supplementary Figure [Sp shows that the relatively performance of FICTITIOUS
PLAY tails off substantially in longer interactions.

These performance trends are due to the myopic nature of FICTITIOUS PLAY. Due to its simplicity,
FICTITIOUS PLAY often quickly learns behavior that maximizes its immediate payoffs, whereas algorithms
that seek to establish cooperative relationships sometimes require more time to learn. This allows it to have
high relative performance in early rounds of a repeated interaction. However, it is unable to sustain this
early (relative) success since such behavior leads to convergence to local maxima in games in which there
is no Pareto optimal (pure-strategy) NE. As such, it does not establish cooperative relationships and hence
receives relatively poor payoffs in these games (Supplementary Figure [Sh).

Exp3: Another algorithmic mechanism that has been studied repeatedly is that of multiplicative weight
updates [76]. Both WMA and EXP3 are versions of this general algorithm. In stationary environments and
environments with unique equilibrium characteristics, this algorithm asymptotically approaches optimal
behavior. However, despite frequent misconceptions to the contrary, such guarantees do hold in general-
sum games in which the associate adapts its behavior over time [[17, 18,165, [1]. Our results show that EXP3
learns rather slowly, but it does improve itself over time, such that by 50,000-rounds its average payoffs are
better than average across all pairings and all games in our study (Supplementary Figure[5p). However, even
in these longer interactions, it is not among the top-performing algorithms in most games and when paired
with each partner type.

MBRL-1: Model-based reinforcement learning, with the last one or two previous joint actions defining
its state, was a relatively successful algorithm in our evaluations at all game lengths. However, it was not
among the top-performing algorithms. Supplementary Figure [5] shows why: MBRL-1 had only average
performance in Unfair, Inferior, and Cyclic games, and when associating with other reinforcement learning
algorithms and expert algorithms. This last result is perhaps unsurprising, since reinforcement learning of
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this form has effective performance guarantees only in stationary settings.

M-Qubed: As is the case with most model-free reinforcement learning algorithms, M-QUBED learns
rather slowly. Thus, for the first few thousands of rounds of interaction, its relative performance is typically
quite low. However, in 50,000-round interactions, it was one of the top-three performing algorithms in our
study averaged across all performance metrics (Supplementary Table [T7). At these longer game lengths,
M-QUBED has been noted for its ability to balance cooperation, compromise, and security, which allows
it to learn effectively against a wide-variety of associates [13]]. In fact, in 50,000-round interactions, it was
one of the few algorithms to have better-than average performance against each of the four partner families
and in games corresponding to each of the six payoff families (Supplementary Figure [5). However, it did
not have elite performance in our study due to its poor performance in shorter interactions (Supplementary
Tables [15] and [T6).

Bully: With respect to most metrics used in our evaluations, BULLY was one of the top-performing
algorithms. Averaged across pairings with all algorithms in our study, it had high performance in games
corresponding to each payoff family (Supplementary Figure[Sh). It was also effective, on average, at all game
lengths (Supplementary Figure [5b). Furthermore, it had extraordinary performance when associating with
learning algorithms, particularly reinforcement learning algorithms and expert algorithms (Supplementary
Figure [5k). However, BULLY performed very poorly when paired with static algorithms (Supplementary
Figure[5k), the partner family to which it belongs.

BULLY’s excellent performance when associating with partners that adapt makes it an intriguing algo-
rithm. However, its inability to establish effective relationships with itself and other static algorithms is a
substantial weakness. In fact, this weakness causes it to fail to obtain a majority population share under
evolutionary dynamics at all game lengths (Supplementary Figure [6), though it is able to maintain a sizable
minority population share in 1000- and 50,000-round interactions. BULLY’s excellent average performance
across all associates allows it to perform well in early generations. However, once its population share
reaches a certain threshold, it can no longer progress because of its low performance when paired with
like-minded associates. Thus, S++ takes the majority proportion of the population.

BULLY s inability to cooperate with itself likely makes it a poor candidate for learning to cooperate with
people, especially in light of people’s perceived obsession for fairness [[77]. Thus, we turn our attention to
the top-performing algorithm across our evaluations: S++.

S++: A recently developed expert algorithm [1], S++ had high performance with respect to each of
the six metrics we considered at each game length (Supplementary Table [7). Its high performance was
due to its ability to substantially outperform the average when paired with each of the other algorithms
(Supplementary Figure [5c), in games belonging to each payoff family (Supplementary Figure [5p), and
at each game length (Supplementary Figure 5b). As a result, in addition to having high best-, average-,
and worst-case performance, it also performed very well in the evolutionary tournaments (Supplementary
Figure [ and Supplementary Table[7). In short, S++ was the only algorithm to substantially outperform the
average regardless of payoff family, game length, and partner family.

Several examples illustrate the behavior of S++ and show why it is successful. First, Supplementary
Figure [/|demonstrates that S++ quickly learns to cooperate with a copy of itself in the prisoner’s dilemma,
whereas other machine learning algorithms are either unable to do so, or do so only after hundreds (S) or
thousands (M-Qubed) of rounds of interaction. Similar results are observable in many different games.

Second, S++ has the ability to adapt its behavior in order to quickly establish cooperative relationships
with itself and other associates. For example, consider Supplementary Figure |8, which shows the kinds of
strategies that S++ learns to play against various associates in the game Chicken. S++ is an expert algorithm
(see Supplementary Note ) that selects among a set of expert strategies. These strategies include another
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Supplementary Figure 7: Average payoffs over time of eight different machine-learning algorithms in self
play in a standard (0-1-3-5)-prisoner’s dilemma (Supplementary Table [[0p). Results are an average of 50
trials each. Some of the algorithms learn to cooperate (the purple-shaded curves), while others learn to defect
(green/grey-shaded curves). Only S++ learns to cooperate within timescales likely to support interactions
with people.

(a) (0, 1, 3, 5)-Prisoner’s Dilemma (b) Chicken
cooperate | defect Swerve | Straight
cooperate 3,3 0,5 Swerve | 84,84 | 33,100
defect 5,0 1,1 Straight | 100, 33 0,0

Supplementary Table 10: Two different normal-form games in which cooperation and self-interest are in
conflict.
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Supplementary Figure 8: An illustration of the learning dynamics of S++ in Chicken (Supplementary Ta-
ble[TOp). For ease of understanding, experts are categorized into groups (see text). (a) The proportion of
time that S++ selects each group of experts over time when paired with a copy of itself. S++ initially seeks
to bully its associate, but then switches to fair, cooperative experts when attempts to exploit are unsuccess-
ful. (b) When paired with BULLY, S++ learns the best response, which is to be bullied, achieved by playing
MBRL-1, Bully-L, or Bully-F. (c) S++ quickly learns to play experts that bully MBRL-2.
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Algorithm Implementation Details

DEEP-Q An implementation of the Q-learning algorithm that used an artificial neural network to
approximate the underlying Q-values. We used the Encog Java implementation
(http://www.heatonresearch.com/encog) with resilient propagation (RPROP) applied as a
learning rule [[78]]. To speedup the learning process, we followed the steps of the
Deep-Q-Network [79]], and used experience replay [80]. The state was encoded as the
previous joint action, one node for each player. Output nodes represented the Q-values,
one for each action. For two-player, two-action normal-form games, we used a
feedforward network with a 2-4-4-2 architecture (two input nodes, two output nodes, and
two hidden layers of 4 nodes each). e-greedy exploration was used with € = 0.1 and
v =0.9.

Supplementary Table 11: The DEEP-Q algorithm, modeled after DeepMind [[79]. We did not include DEEP-
Q in the set of 25 algorithms selected for our study since (1) we had other representative reinforcement-
learning algorithms and (2) it has a slow runtime, making comparisons across manage games and algorithms
very difficult. From what we have observed, it does not appear to have more effective behavior than the other
reinforcement learning algorithms we considered in these repeated games.

learning algorithm (MBRL-1), the maximin strategy (Maxmin), and many leader and follower strategies [52]
that attempt to establish different kinds of joint solutions. Rather than enumerate all strategies in the figure,
we group them into eight categories. Bully-L and Bully-F consist of leader and follower experts, respec-
tively, that advocate Pareto optimal solutions that give S++ a higher payoff than its partner. Fair-L and Fair-F
similarly consist of leader and follower experts, respectively, that advocate Pareto optimal solutions that give
S++ and it partner the same payoff. Bullied-L and Bullied-F consist of Pareto optimal strategies that give
S++’s partner higher payoffs than S++, and Other-F and Other-L consist of the remaining strategies, which
advocate Pareto-dominated outcomes.

Supplementary Figure [§ shows that S++ learns widely different strategies when associating with itself,
BULLY, and MBRL-2 in the game Chicken (Supplementary Table [I0p). In self play, S++ learns to play
fair strategies (Supplementary Figure [8p). On the other hand, when paired with BULLY it learns to play a
best response (Supplementary Figure [8b) to BULLY’s strategy. Alternatively, S++ learns to bully MBRL-2
(Supplementary Figure [8c).

As an additional example showing the ability of S++ to adapt to the current scenario, we consider its
behavior when paired with DEEP—dﬂ DEEP-Q (Supplementary Table [11)) defects most of the time in self
play in the Prisoner’s Dilemma, with occasional short runs of mutual cooperation. This results in relatively
low average payoffs that tend toward 1 over time (Supplementary Figure [7). S++ obtains much higher
payoffs against DEEP-Q than DEEP-Q does (Supplementary Figure [Op). The reason for this success is
that S++ is able to elicit more frequent cooperative behavior from DEEP-Q (giving both players higher
payoffs) such that the algorithms eventually engage in mutually cooperation in about half of the rounds
(Supplementary Figure[9b). Thus, when paired with DEEP-Q in the Prisoner’s Dilemma, S++ is preferable
to DEEP-Q due to its ability to establish a cooperative relationship.

In Chicken, S++ is also preferable to DEEP-Q (when paired with DEEP-Q), but for a different reason. In
self play, DEEP-Q often learns to cooperate (wherein both players swerve) in Chicken, and on average ob-
tains a per-round payoff of approximately 70 (Supplementary Figure[9f). However, when S++ is paired with

Note that DEEP-Q was not among the 25 selected algorithms used in our primary evaluation due to its slow running time.
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Supplementary Figure 9: Analysis of the interaction between S++ and DEEP-Q in a Prisoner’s Dilemma
and in Chicken (Supplementary Table [I0). All results are an average of 50 trials. (a) Average payoffs
obtained by DEEP-Q in self play, and by DEEP-Q and S++ when they are paired with each other in the
Prisoner’s Dilemma. Error bands show the standard error of the mean. (b) The proportion of rounds that
DEEP-Q and S++ cooperate together and exploit each other in the Prisoner’s Dilemma. (c - d) Repeat of
the evaluations presented in (a) and (b) in the game Chicken. These results demonstrate that S++ performs
substantially better against DEEP-Q than DEEP-Q does against itself in both games. However, it does so for
different reasons. In the Prisoner’s Dilemma, S++’s superior performance is caused by its ability to elicit
cooperation from DEEP-Q, whereas its superior performance in Chicken is brought about by its ability to

exploit DEEP-Q. This illustrates the ability of S++ to adapt to its partner and the game in order to obtain
high payoffs.
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DEEP-Q in Chicken, it often exploits DEEP-Q (Supplementary Figure [9d) wherein S++ plays straight
while DEEP-Q plays swerve. This results in increased payoffs to S++. Thus, the performance advantage
of S++ over DEEP-Q in Chicken is due to its ability to learn to exploit DEEP-Q.

Which Algorithmic Mechanisms Makes S++ Successful? Of the 25 algorithms we considered, only S++
demonstrated each of the three desirable properties we articulated at the beginning of this Supplementary
Note: game independence, partner independence, and fast and sustainable behavior. Given the many differ-
ent algorithmic mechanisms used by these 25 algorithms, it is interesting to study exactly what about S++
brings about its superior performance. To better explain this analysis, we briefly overview S++ in order
to give a general understanding of its algorithmic mechanisms. A detailed review of S++ is provided in
Supplementary Note 4.

S++ is an expert algorithm. In each round, an expert algorithm uses a set of experts to determine which
action to take. Thus, in creating an expert algorithm, an algorithm designer must do two things: (1) specify
a set of experts and (2) define a mechanism for selecting which action to take given the advice provided by
the experts.

Several different expert-selection mechanisms have been advocated in the literature. These mechanisms
include the multiplicative weights update (represented here by WMA and Exp3), e-greedy (represented by
EEE), and aspiration learning (represented by S). S++ differs from these algorithms in the expert-selection
mechanism. Like S, it uses aspiration learning. However, unlike S, it uses an additional pruning mechanism,
based on an estimate of the potential payoffs that each expert could obtain, to more intelligently select
experts. Thus, the first distinguishing attribute of S++ is its expert-selection mechanism.

S++ also differs from traditional expert algorithms in the set of experts it selects from. In the literature,
the set of experts used by expert algorithms has typically been the set of pure strategies available to the
player. This practice is not generally required, however, as most existing expert algorithms can be used with
more sophisticated experts (as we did in our study). However, S++ was specifically created with a more
sophisticated set of experts (though, again, it can be used with a simpler set). In our study, we implemented
many of the expert algorithms with two different sets of experts: the SIMPLE set of experts (indicated by the
postfix SIMPLE) and the SOPHISTICATED set of experts (no postfix). The SIMPLE set of experts consisted
of the player’s pure strategies, its maximin strategy, and the strategy in which the player alternates between
actions.

Since expert algorithms differ from each other with respect to the set of experts and the expert-selection
mechanism, we are interested in observing which of these algorithmic mechanisms has the most impact
on performance. Supplementary Figure [I0] shows the average normalized relative score (Supplementary
Equation @) averaged over all games and pairings of four expert-selection mechanisms (S++, Sﬂ ExP3,
and EEE) given the two different sets of experts. The figure clearly demonstrates that, at all game lengths,
both the expert-selection mechanism and the set of experts had a significant impact on the performance
of the algorithms. All expert-selection mechanisms benefitted from having the more sophisticated set of
experts at each game length. Furthermore, for both sets of experts, S++ substantially outperformed the other
expert-selection mechanisms.

Supplementary Figure [IT] shows that both the set of experts and the expert-selection mechanism are
important to S++’s generality (i.e., the ability to adapt to many different game types) and flexibility (i.e.,
the ability to associate effectively with many different associates). The more sophisticated set of experts
permits S++ to adapt to a variety of partners and game types, whereas algorithms that rely on a single
strategy or a less sophisticated set of experts are only successful in particular kinds of games played with

®Note that S/SIMPLE was not among the original 25 algorithms included in our comparison.
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Supplementary Figure 10: The average normalized relative score (Supplementary Equation [6]) achieved by
various expert algorithms achieved above the average across all games and pairings. The expert algorithms
that operated on the sophisticated set of experts perform consistently better than algorithms that operated on
the simple set of experts. Furthermore, the S++ expert-selection mechanism consistently outperformed the
other three expert-selection mechanisms for both set of experts and at both game lengths. Thus, both the
expert-selection mechanism and the set of experts used by S++ contributed substantially to its success.
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Supplementary Figure 11: The percentage of game types and partners against which various algorithms
were ranked in the top-2 with respect to payoffs received among the 25 different algorithms evaluated. Flex-
ibility (the x-axis) measures the percentage of the 25 algorithms against which an algorithm has the highest
or second highest average payoff across the set of 2x2 games, as determined by two-way t-tests. Generality
(the y-axis) measures the percentage of games types in which an algorithm has the highest or second highest
average payoffs, as determined by two-way t-tests. Here, a game type defined by the combination of Robin-
son’s and Goforth’s payoff families [31]] and the game length (100-rounds, 1000-rounds, or 50,000-rounds).
Note that observing these percentages for top-3, top-4, or top-5 performance (rather than top-2 performance)
returns similar relative values, though points tend to creep in the direction of the upper right-hand corner of
the plot.

particular partners. Thus, in general, simplifying S++ by removing experts from this set will tend to limit
the algorithm’s flexibility and generality, though doing so will not always negatively impact its performance
when paired with particular associates in particular games.

In the comparisons shown in Supplementary Figure Flexibility was measured by comparing how
well each algorithm did against each of the 25 selected algorithms across the set of 2x2 games. For each of
the 25 partner algorithms, the average payoffs of each algorithm were compared with each other via two-
way t-tests. Let y;(7) = 1 if algorithm 7 had the either the first or second highest average payoff across all
2x2 games (as determined by two-way-t-tests) when associating with algorithm j. Otherwise, y;(j) = 0.
Then, algorithm i’s flexibility is given by 21—5 232'21 yi(7)-

Generality is measured in a similar way, except that the algorithms were compared with respect to their
ability to forge profitable relationships across all games of a particular type (averaged across all associates)
rather than when paired with particular algorithms. Here, game types were defined by the combination of
Robinson’s and Goforth’s payoff families [31] and the game length (100-rounds, 1000-rounds, or 50,000-
rounds).
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Reflections

While there are many strong algorithms for playing repeated games, S++ [[1]] was the only algorithm that we
considered that demonstrated game independence, partner independence, and fast and sustainable behavior
in our study. It was consistently among the top-performing algorithms regardless of the game length, payoff
family, or partner family. Based on these results, we can conclude that S++ is a robust and effective algorithm
when associating with other machines. Thus, after reviewing this algorithm in detail in Supplementary
Note [d] we consider the ability of S++ to meet our second goal: that of establishing cooperative long-term
relationships with people.
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Algorithm Round-Robin % Best Worst-Case Replicator Group-1 Tourney Group-2 Tourney Average

Average Score Score Dynamic (adv/win) (advl/adv2/win) Rank
S++ 0.694 (1) 56% (2) 0.048 (1) 82% (1) 98% /83% (1) 100% / 100% /92% (1) 1.17
FICT. PLAY 0.686 (2) 56% (1) 0.043 (2) 6% (3) 1% 1 9% (2) 8% 1 T4% 1 0% (4) 2.33
MEM-1 0.662 (6) 16% (7) 0.011 (6) 4% (2) 35% 1 7% (3) 84% /! 8%/ 8% (2) 4.33
MANIPULATOR 0.678 (3) 36% (4) 0.011 (5) 2% (6) 50% /1 0% (5) 87% /1 13% /! 0% (5) 4.67
BULLY 0.677 (3) 36% (3) 0.011 (7) 2% (7) 41% /1 0% (6) T7% /! 4%/ 0% (6) 5.33
S 0.663 (5) 16% (6) 0.028 (3) 1% (5) 27% 1 0% (7) %! 1%/ 0% (7) 5.50
MEM-2 0.645 (9) 12% (9) -0.017 (13) 1% (4) 8% /! 1% (4) 2% 0%/ 0% (3) 7.00
S++/SIMPLE 0.666 (5) 12% (8) 0.020 (4) 0% (10) 34%/ 0% (8) 67%/ 0%/ 0% (9) 7.33
MBRL-1 0.660 (6) 24% (5) 0.008 (8) 1% (11) 13% /1 0% (9) 49% /1 0%/ 0% (8) 7.83
GF (GTFT) 0.638 (11) 8% (11) -0.008 (11) 0% (8) 9% ! 0% (10) 33%/ 0%/ 0% (10) | 10.17
WSLS 0.646 (9) 12% (10)  -0.003 (10) 0% (12) 4%/ 0% (12) 24% /1 0%/ 0% (12) | 10.83
MANIP-GF 0.638 (11) 8% (12) -0.010 (12) 0% (9) 4% 0% (11) 25%/ 0%/ 0% (11) | 11.00
EEE 0.635 (11) 0% (14)  0.006 (9) 0% (14) 3%/ 0% (13) 19%/ 0%/ 0% (13) | 12.33
GIGA-WOLF 0.618 (14) 0% (17) -0.020 (14) 0% (13) 1%/ 0% (14) 9% /! 0%! 0% (14) | 14.33
M-QUBED 0.616 (14) 0% (15) -0.030 (15) 0% (17) 0%/ 0% (17) 4%/ 0%/ 0% (16) | 15.67
Exp3 0.597 (19) 0% (16) -0.034 (16) 0% (15) 1%/ 0% (15) 3%/ 0%/ 0% (17) | 16.33
WOLF-PHC 0.602 (17) 0% (18) -0.051 (18) 0% (16) 0%/ 0% (16) 4%/ 0%/ 0% (15) | 16.67
MBRL-2 0.616 (14) 0% (13) -0.053 (19) 0% (18) 0%/ 0% (18) 1%/ 0%/ 0% (18) | 16.67
QL 0.603 (17) 0% (19) -0.051 (17) 0% (19) 0%/ 0% (19) 1%/ 0%/ 0% (19) | 18.33
EEE/SIMPLE 0.576 (20) 0% (20) -0.063 (20) 0% (20) 0%/ 0% (19) 0%/ 0%/ 0% (20) | 19.83
EXP3/SIMPLE 0.499 (21) 0% (23) -0.157 (21) 0% (21) 0%/ 0% (19) 0%/ 0%/ 0% (21) | 21.00
WMA 0.497 (21) 0% (21) -0.160 (22) 0% (22) 0%/ 0% (19) 0%/ 0%/ 0% (22) | 21.17
STOCH. FP 0.497 (21) 0% (22) -0.160 (23) 0% (23) 0%/ 0% (19) 0%/ 0%/ 0% (22) | 21.67
CJAL 0.464 (24) 0% (25) -0.189 (24) 0% (24) 0%/ 0% (19) 0%/ 0%/ 0% (22) | 23.00
RANDOM 0.464 (24) 0% (24) -0.192 (25) 0% (25) 0%/ 0% (19) 0%/ 0%/ 0% (22) | 23.17

Supplementary Table 15: Performance in 100-round games with respect to six metrics (Supplementary
Table [5) derived from the data shown in Supplementary Table See the subsection entitled Evaluation
Metrics in this Supplementary Note for a description of the metrics. The rank of each algorithm with
respect to each metric is given in parenthesis (lower is better). In the Group-1 Tournament, two numbers
are supplied: the percentage of trials (out of 10,000) that the algorithm advanced to the final round and the
percentage of trials the algorithm won. Similarly, in the Group-2 Tourneyament, the three numbers are the
percentage of trials the algorithm advanced to the second round, advanced to the final round, and won the
tournament, respectively.
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Algorithm Round-Robin % Best Worst-Case Replicator Group-1 Tourney Group-2 Tourney Average
Average Score Score Dynamic (adv/win) (adv1/adv2/win) Rank
S++ 0.737 (1) 68% (1) 0.042 (1) 60% (1) 98% /59% (1)  100% / 100% / 100% (1) 1.00
MANIPULATOR 0.728 (2) 32% (3) 0.020 (2) 3% (4) 73% 1 8% (3) 9% /! 8%/ 0% (2) 2.67
BULLY 0.727 (2) 56% (2) -0.034(13) 31% (3) 45% 132% (2) 2%/ 91%/ 0% (3) 4.17
S++/SIMPLE 0.717 (4) 28% (5) 0.004 (6) 2% (2) 53% /1 0% (4) 9%/ 1%/ 0% (4) 4.17
S 0.709 (5) 24% (7) 0.011 (3) 1% (5) 34% 1 0% (5) 9% 1 0%/ 0% (5) 5.00
MBRL-2 0.708 (5) 20% (8) 0.009 (5) 0% (9) 26% 1 0% (8) 66%/ 0%/ 0% (6) 6.83
MBRL-1 0.707 (6) 32% (4) 0.004 (7) 0% (11) 26% !/ 0% (6) 61%/ 0%/ 0% (7) 6.83
MEM-1 0.697 (9) 4% (10) -0.018 (9) 0% (6) 10%/ 0% (7) 47% 1 0%/ 0% (8) 8.17
EEE 0.699 (8) 4% (9) 0.010 4) 0% (10) 11%/ 0% (10) 2%/ 0%/ 0% (10) 8.50
FICT. PLAY 0.700 (8) 28% (6) -0.007 (8) 0% (12) 15%/ 0% (9) 45% 1 0%/ 0% (9) 8.67
MANIP-GF 0.681 (11) 4% (12)  -0.022 (11) 0% (7) 2%/ 0% (12) 16%/ 0%/ 0% (13) | 11.00
WOLF-PHC 0.679 (11) 4% (14)  -0.036 (14) 0% (14) 4% 1 0% (11) 20%/ 0%/ 0% (11) | 12.50
MEM-2 0.681 (11) 4% (11)  -0.049 (17) 0% (13) 2%/ 0% (14) 18%/ 0%/ 0% (12) | 13.00
CJAL 0.674 (14) 4% (14)  -0.022 (12) 0% (17) 2%/ 0% (13) 12%/ 0%/ 0% (14) | 14.00
GF (GTFT) 0.672 (14) 0% (15) -0.047 (16) 0% (8) 0%/ 0% (16) 6%/ 0%/ 0% (15)| 14.00
EEE/SIMPLE 0.670 (15) 0% (17) -0.019 (10) 0% (16) 1%/ 0% (15) 6%/ 0%/ 0% (16) | 14.83
GIGA-WOLF 0.655 (19) 0% (18) -0.047 (15) 0% (15) 0% / 0% (20) 1%/ 0%/ 0%19) | 17.67
WSLS 0.664 (17) 0% (16) -0.052 (20) 0% (20) 0%/ 0% (17) 2%/ 0%/ 0% (17)| 17.83
QL 0.662 (17) 0% (19) -0.049 (18) 0% (18) 0%/ 0% (18) 2% 1 0%/ 0% (18) | 18.00
M-QUBED 0.651 (20) 0% (20) -0.051 (19) 0% (19) 0%/ 0% (20) 0%/ 0%/ 0% (21)| 19.83
WMA 0.636 (21) 0% (21) -0.070 (21) 0% (21) 0%/ 0% (19) 0%/ 0%/ 0% (20) | 20.50
STOCH. FP 0.635 (21) 0% (22) -0.071 (22) 0% (22) 0%/ 0% (20) 0%/ 0%/ 0% 22)| 21.50
Expr3 0.621 (23) 0% (23) -0.077 (23) 0% (23) 0% / 0% (20) 0%/ 0%/ 0% (23)| 22.50
EXP3/SIMPLE 0.539 (24) 0% (24) -0.162 (24) 0% (24) 0% / 0% (20) 0%/ 0%/ 0% (23)| 23.17
RANDOM 0.464 (25) 0% (25) -0.242 (25) 0% (25) 0%/ 0% (20) 0%/ 0%/ 0% (23) | 23.83

Supplementary Table 16: Performance in 1000-round games with respect to six metrics (Supplementary
Table [5) derived from the data shown in Supplementary Table See the subsection entitled Evaluation
Metrics in this Supplementary Note for a description of the metrics. The rank of each algorithm with
respect to each metric is given in parenthesis (lower is better). In the Group-1 Tournament, two numbers
are supplied: the percentage of trials (out of 10,000) that the algorithm advanced to the final round and the
percentage of trials the algorithm won. Similarly, in the Group-2 Tourneyament, the three numbers are the
percentage of trials the algorithm advanced to the second round, advanced to the final round, and won the
tournament, respectively.
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Algorithm Round-Robin % Best Worst-Case Replicator Group-1 Tourney Group-2 Tourney Average

Average Score Score Dynamic (adv/win) (advl/adv2/win) Rank
S++ 0757 (1) 56% (2) 0021 (1) 49% (1) 89%/30% (2) 100%/ 87%/87% (1) | 133
MANIPULATOR 0.751 (3) 24% (8) 0.000 (4) 4% (3) 65% 1 18% (3) 95% 1 29%112% (2) 3.83
M-QUBED 0.744 (4) 40% (3) -0.002 (5) 5% (5) 49% /1 9% (4) 86% /! 2%/ 2% (3) 4.00
MBRL-2 0.741 (5) 28% (6) 0.002 (3) 1% (4) 37% 1 0% (6) 76% /1 0%/ 0% (4) 4.67
BULLY 0.756 (1) 60% (1) -0.058(20) 34% (2) 47% 1 44% (1) 82% /1 82% /! 0% (5) 5.00
QL 0.737 (7) 32% (4) -0.007 (7) 1% (7) 22%/ 0% (7) 61%/ 0%/ 0% (7) 6.50
EEE 0.736 (7) 32% (5) 0.007 (2) 0% (9) 16%/ 0% (8) 54% /1 0%/ 0% (8) 6.50
S++/SIMPLE 0.742 (4) 24% (9) -0.015 (10) 2% (6) 38% /1 0% (5) T7% /! 0%/ 0% (6) 6.67
S 0.733 (8) 16% (10) -0.011 (8) 1% (8) 15% /1 0% (9) 49% 1 0%/ 0% (9) 8.67
MBRL-1 0.728 (10) 28% (7) -0.023 (14) 0% (13) 8% !/ 0% (10) 31%/ 0%/ 0% (10) | 10.67
Expr3 0.722 (11) 12% (15) -0.007 (6) 0% (12) 3%/ 0% (13) 16%/ 0%/ 0% (12) | 11.50
EEE/SIMPLE 0.720 (11) 12% (12) -0.014 (9) 0% (11) 1%/ 0% (14) 13%/ 0%/ 0% (13) | 11.67
WOLF-PHC 0.715 (13) 12% (14)  -0.042 (18) 0% (14) 4%/ 0% (11) 19%/ 0%/ 0% (11) | 13.50
FICT. PLAY 0.713 (14) 16% (10) -0.040 (16) 0% (15) 3%/ 0% (12) 12% /1 0%/ 0% (14) | 13.50
CJAL 0.712 (14) 12% (13)  -0.028 (15) 0% (16) 1%/ 0% (16) 7%/ 0%/ 0% (16) 15.00
WMA 0.712 (15) 4% (16) -0.021 (12) 0% (17) 1%/ 0% (15) 6%/ 0%/ 0% (17) | 15.33
MEM-1 0.717 (13) 0% (21) -0.042(17) 0% (10) 1%/ 0% (17)  10%/ 0%/ 0% (15) | 15.50
STOCH. FP 0.712 (15) 4% (17)  -0.019 (11) 0% (18) 0%/ 0% (18) 4%/ 0%/ 0% (18) | 16.17
EXP3/SIMPLE 0.709 (16) 4% (18) -0.022 (13) 0% (21) 0%/ 0% (19) 1%/ 0%/ 0% (19) | 17.67
MANIP-GF 0.700 (21) 4% (19)  -0.047 (19) 0% (20) 0%/ 0% (20) 1%/ 0%/ 0% (20) | 19.83
MEM-2 0.705 (20) 0% (22) -0.074 (22) 0% (19) 0%/ 0% (21) 0%/ 0%/ 0% (21) | 20.83
GF (GTFT) 0.694 (22) 0% (20) -0.076 (23) 0% (22) 0%/ 0% (21) 0%/ 0%/ 0% (22) | 21.67
GIGA-WOLF 0.681 (23) 0% (23) -0.068 (21) 0% (23) 0%/ 0% (21) 0%/ 0%/ 0% (22) | 22.17
WSLS 0.672 (24) 0% (24) -0.085 (24) 0% (24) 0%/ 0% (21) 0%/ 0%/ 0% (22) | 23.17
RANDOM 0.464 (25) 0% (25) -0.275 (25) 0% (25) 0%/ 0% (21) 0%/ 0%/ 0% (22) | 23.83

Supplementary Table 17: Performance in 50,000-round games with respect to six metrics (Supplementary
Table [5) derived from the data shown in Supplementary Table See the subsection entitled Evaluation
Metrics in this Supplementary Note for a description of the metrics. The rank of each algorithm with
respect to each metric is given in parenthesis (lower is better). In the Group-1 Tournament, two numbers
are supplied: the percentage of trials (out of 10,000) that the algorithm advanced to the final round and the
percentage of trials the algorithm won. Similarly, in the Group-2 Tourneyament, the three numbers are the
percentage of trials the algorithm advanced to the second round, advanced to the final round, and won the
tournament, respectively.

47



Supplementary Note 4

Descriptions of S++ and S#

The results of the empirical evaluation of algorithms in Supplementary Note |3| demonstrate that S++ [1]
establishes effective strategies in two-player repeated games. Relative to the performance of the other 24
algorithms tested, S++ was a top-performing algorithm across the full set structurally distinct 2x2 games
(assuming players have strict preference orderings over the four game outcomes) at all game lengths. Given
its success in these evaluations, S++, along with an extended version of the algorithm called S# (pronounced
‘S sharp’), became the focus of the remainder of this paper.

In this section, we first review S++ in detail. We then describe how S++ is extended to form S#.

A Review of S++

S++ was originally designed for repeated normal-form games [1]], and was later generalized to repeated
stochastic games (RSGs) [2 S++ is an expert algorithn‘ﬂ In each round ¢, an expert algorithm (employed
by player i) selects an expert ¢ from a set of experts ®;. This expert then dictates the strategy executed by
player ¢ in round ¢. The set ®; essentially reduces the strategy space of the game to a handful of high-level
strategies. Each expert defines a strategy over the entire state-space of the game. Thus, rather than learning
a separate policy in each state o € Y, the player must learn which high-level strategies or algorithms in ®;
are the most profitable in the current scenario.

Thus, S++ is defined by two things: (1) its set of experts ®; (which are automatically generated from the
description of the game) and (2) its mechanism for selecting which expert to execute in each round (called
its expert-selection mechanism). We discuss both aspects of S++ in turn.

Computing the Set of Experts ®; Littman and Stone [52]] classified algorithms for repeated games into
two categories: leaders and followersﬂ each of which is successful in different circumstances. A good set
of experts must contain both leader and follower experts. Such experts can be computed automatically for
any RSG [2]]. For simplicity, our review focuses only on normal-form games, borrowing heavily from the
work of Crandall [1]]. A method for computing a similar set of experts for multi-stage RSGs has also been
defined by Crandall [2].

Leader Experts. Leader strategies are designed to encourage the associate to play its portion of a target
solution [52], which is a sequence of joint actions that are played repetitively. Each solution y produces an
expected payoff profile v(x) = (v;(x),v-i(x)). For example, in the Prisoner’s Dilemma (Supplementary
Table , the solution x = <(a,d), (b,d)> indicates that the column player always cooperates while the
row player alternates between cooperating and defecting. This produces the expected payoff profile v(x) =
(80, 30).

S++ derives a separate leader expert corresponding to each member of a set € of target solutions. Each
leader expert is coupled with a trigger-mechanism that incentivizes the partner to play its portion of y. When

"The generalization of S++ to RSGs was named MEGA-S++ [2]. MEGA-S++ is identical to S++ except that the set of experts
defined for MEGA-S++ are designed to produce strategies in general (multi-stage) RSGs rather than just normal-form games. In
this work, we simply refer to both versions as S++.

SWe adopt the notation used in the published literature [1,2]]. This notation differs from the notation used in the main body of
this paper, which was used in attempt to be more assessable to a general audience.

°Crandall [2]] identified a third category called preventative strategies. Preventative strategies are sometimes successful when
|S|> 1.
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No. Target solution (y) v1(x) Strategy

L <(a,d),(b.d)> 20
g <(b<((16;’ ?;>c)> 28 If g4 > 0, play ﬂ.z‘glttack. Otherwise, play own
4 <(a’ d)7 (b’ c)> 40 portion of the current joint action in the

S <(a> d), (CL, C)> 30 sequence x.

6 <(b, C)> 20

Supplementary Table 18: Leader experts generated for player 1 in the Prisoner’s Dilemma (Supplementary
Table [d)). Adapted from Crandall [T].

its partner has conformed with x or has not profited by deviating from it, the leader expert plays its portion
of x. On the other hand, if the partner has increased its payoffs by deviating from y, the leader plays its
attack policy, given by

attack
i

T = argminmax u_;(m;, 7_; ), 15

where u_;(m;, 7_;) is player —i’s expected payoff when the players use strategies 7; and 7_;, respectively.
Formally, each leader expert keeps track of a guilt parameter g*; that defines how much its associate has
benefited from deviating from . Initially, g}i =0, and is subsequently updated as follows:

£41 { 0 ifa’,=b', and g*; =0 16

9= 71 max (O, gt +ro(al) -+ 5,5) otherwise

where b’ ; is player —i’s current action defined by the target solution  and &; is a small nonnegative value.
We use 0; = 0.1 if g*; = 0 and &; = 0.0 otherwise. When ¢, > 0 (i.e., the partner is guilty of deviating), the
leader expert plays its attack policy ﬂf‘tt“k. When ¢, = 0, the leader expert plays its portion of .

Supplementary Table [T8]lists possible leader experts (for a particular set €2) for a Prisoner’s Dilemma.
Depending on the implementation details (see Supplementary Table 20)), some of these experts are not
always included in ®;.

Follower Experts. Followers (also called expectant followers in the main paper) play a best response
to the strategy they ascribe to their associate. S++ [[1]] includes three kinds of follower experts in the set
®,, each of which estimates its associate’s strategy differently. The first expert models its associate using
the fictitious-play assessment, conditioned on the last executed joint action. Let ' ;(a,a_;) be the number
of times that player —7 has played a_; given the previous joint action a up to round t. Then, the estimated
probability that player —¢ plays a_; is

t
t ﬁ—i(a’ a—i)
Vi(a,a-) = :
' ’ Zb,iEA,i K/t_z(aJ b—l)

The expert then computes the automaton that maximizes the player’s future discounted reward (we used
discount factor y = 0.95) given v*,. We denote this expert as ¢; .

A second follower expert, denoted ¢;"™, assumes that its associate is seeking to exploit it. Under this
assumption, its best response is to play its maximin strategy, given by

17

mm :
™ = arg max min wi (75, 7_4). 18
T -1
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No. Target solution (y) v1(X) Strategy

1 (none) pa(bri(v3),73)  bri(12)

2 (none) vt =20 T

3 <(a,d),(b,d)> 80

4 <(a,d)> 60 If a®~! is in , play own portion of the next

5 <(b,d), (a,c)> 50 joint action in x. Otherwise, randomly select a
6 <(a,d), (b,c)> 40 joint action from  and play own portion of that
7 <(a,d), (a,c)> 30 joint action.

8 <(b,c)> 20

Supplementary Table 19: Follower experts generated for player 1 in the Prisoner’s Dilemma (Supplementary
Table . br1(%) denotes player 1’s best response to the fictitious-play assessment 5. vi™ is player 1’s
maximin value. Adapted from Crandall [1].

Finally, the associate could also be implementing a leader strategy. Thus, a follower expert for each
target solution y € €2 is also included in ®;. Such experts always play their portion of the target solution .
If a joint action in the target solution was not played in the previous round, these experts randomly select a
joint action from the solution sequence and play player’s corresponding part of the action.

Supplementary Table[T9lists eight potential follower experts that are computed for a Prisoner’s Dilemma.

Selecting an Expert As described by Crandall [1l], S++ selects which expert to follow in each round ¢
using aspiration learning [[75} 47, 54], along with a method for pruning the set @ﬂ Aspiration learning has
proven to be effective when learning to select among learning experts [81]. In aspiration learning, the player
learns an achievable aspiration level, and simultaneously searches for an expert that produces payoffs that
satisfy this threshold. Let o} denote player i’s aspiration level in round . Initially, ozil is initialized to a high
value [82]], and the set H, the set of joint actions played in the current cycle so far, is initialized to a random
joint action. S++ then randomly selects some expert ¢; € ®;, and follows ¢; until a particular joint action is
repeateﬂ This is determined by evaluating whether the last joint-action played is already in H..
Once a cycle completes, o is updated as follows:

al — ()l L (1 ) el 19

where \; € (0,1) is the learning rate and 7 is the average payoff obtained by player 7 in the cycle. After
updating aﬁ, a new expert is selected as follows:

o « { qﬁgt_lH”D with prgb. flak, 7 20
random(®](t)) otherwise

Here, random(®/(t)) denotes a random selection from the set ®/(¢) € ®/ (described below), and f(a,7t) is

the player’s inertia, which specifies how likely the player is to select the expert that it played in the previous

episode if 7 fails to meet . If not, it randomly selects a new expert with probability f(al,#!). H, is then

reset to include only the last joint solution played, and a new cycle begins.

154+ is essentially the same for multi-stage RSGs, the only difference being that the joint-action a‘ must be replaced by an
assessment of the joint strategy played throughout the round.

"For simplicity, we noted that S++ plays the selected expert for m rounds in Figure 3 of the main paper. This is technically
correct, though the length m is variable as explained herein.
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Algorithm 1 S++ for normal-form games.
Input:
Description of the game
Initialize:
Compute the set of experts P,
Initialize the aspiration level «;
a’ < random(A)
H.< {ap},t«< 1,and 7; « 0
Select an initial expert ¢! € ®;
repeat
Select and execute action a! (as dictated by ¢f)
Observe a’ and r!
Ty < T+ 7’;&
if a; € H,. then
7i = Tif[He|
Update «; using Supplementary Equation[T9]
Update each expert ¢ € ®; as necessary
Select ¢*! using Supplementary Equation
H. < @andr; <0
else
o1 -
end if
H.< H.u{a}
t<t+1
until Game Over

The set ®; can be rather large. Furthermore, some of the experts in ®; are unlikely to produce outcomes
that meet the player’s current aspiration level af. As such, the selection of these experts is unlikely to
produce effective behavior and, thus, should be avoid. Thus, S++ prunes the set of selectable experts such
that only experts that can potentially meet the aspiration level are considered. Formally, let zf(qﬁ) be the
estimated potential (highest expected payoff) to be produced by expert ¢ € ®; at time ¢. Then, ®/(¢) is given
by:

Dl(t) = {p e ®;: 2L () > al}. 21

The potential zf (¢) for each expert is computed as in the work by Crandall [1]].
Pseudo-code for the complete S++ algorithm is given in Algorithm T}

Parameter Choices S++ has several parameters that can be set to address various trade-offs. Implementa-
tion choices include (1) deciding how many leader and follower experts (i.e., the size of the set €2) to include
in the set ®;, (2) determining the inertia function (see Supplementary Equation 20)), (3) determining which
expert to follow first, (4) setting the initial aspiration level (a%), and (5) setting the learning rate (\;). We
briefly discuss these implementation choices.

* Number of leader and follower experts. lIdeally, the number of target solutions should include a
wide variety of different strategies, but be small enough that S++ can find a good expert within a
small amount of time. Algorithm designers must also decide whether target solutions that are not
enforceable when one’s partner tends to forget events in the more distant past should be included
in (I)i.
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* Inertia function. Inertia was previously considered for use in aspiration learning by Karandikar et
al. [47]. The inertia function defines how likely the algorithm is to re-select the last expert when it
does not produce sufficiently high payoffs in a cycle. In the initial implementation of S++ [1]], the
inertia function was:

Fat, 7ty = min(1, (7 fal) ). 2

However, it may be desirable to give the algorithm more memory of past events, thus making the
player more likely to continue to follow an expert that has yielded better results in the past. To capture
this idea, an alternative inertia function can be used, defined as follows:

=0
v = B+ (1= B)v;
1 23
£ = max (0.2, —)
ki(0})

Flal, 7) = min(1, (max(7, 1) fa!) ).

17 71

We also set f(af,7!) to unity if both players always adhered to the target solution during the cycle.

17

* [nitial expert. In initial implementations, S++, after taking a single random action, selected an expert
using its standard selection. In some subsequent implementations, ¢; was automatically selected in
the first round. This decision can potentially impact the first impression given by the algorithm to its
associate.

* Initial aspiration level. In aspiration learning, higher initial aspiration levels tend to produce better
long-term outcomes [54]]. In initial implementations of S++, o} was initialized to the value of the
expert with the highest initial potential. In later studies, we set the initial aspiration level based on a
fair, Pareto optimal, target solution. Higher initial aspirations make the algorithm more selective in
early rounds, sometimes causing it to “insist” on unequal solutions in its favor. On the other hand,
setting the aspiration level to what is expected in a fair solution tends to lead to faster convergence to
cooperative solutions when one’s partner is inclined to cooperate.

* Learning rate. A faster learning rate (i.e., lower \;) causes S++ to lower its aspiration level more
quickly. This helps the algorithm to converge faster, but makes the algorithm more vulnerable to
accepting lower payoffs than it otherwise might obtain [82]. Slower learning rates (i.e., high \;) cause
S++ to adapt slower, but also make it more likely to find more profitable, Pareto optimal, outcomes.

Over the course of the studies that we have conducted, we have made small adjustments to these param-
eters as we have sought to develop an algorithm that consistently learns to cooperate with people (though
we have observed that these changes often appear to have had little or no impact on the results in practice).
Supplementary Table [20] summarizes the implementation choices used in each study.

S#

Despite the success of S++ when interacting with other algorithms (Supplementary Note [3), our results
also show that S++ fails to consistently establishing cooperative long-term relationships with people (see
Supplementary Notes [5] and [6). However, since humans appear to cooperate with each other much more
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User Study 1 (Supp. Note i
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As described in [2]]; however, leader strategies
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remembered a single joint action.
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[ ]

Q; = MaXged, zzl(qb)

0411 = MaX ped, zzl(é)

o = maxgep, min (u;(¢, br_i(¢)),u—i(¢,br_i(¢)))
o = maxgeq, min (u; (¢, br_i(¢)),u_i(¢,br_i(¢)))

Learning rate \;

A =0.99

A; =0.99

A =0.99

Supplementary Table 20: Parametric choices for S++ that were used in the four investigations presented in

this paper.
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Sple];dl Text Spﬁ(;Ch Text
0 Do as I say, or I'll punish you. 10 We can both do better than this.
1 I accept your last proposal. 11 Curse you.
2 I don’t accept your proposal. 12 You betrayed me.
3 That’s not fair. 13 You will pay for this!
4 I don’t trust you. 14 In your face!
5 Excellent! 15 Let’s always play <action pair>.
6 Sweet. We are getting rich. 16 This round, let’s play <action pair>.
7 Give me another chance. 17 Don’t play <action>.
8 Okay. I forgive you. 18 Let’s alternate between <action pair>
9 I’m changing my strategy. and <action pair>.

Supplementary Table 21: List of speech acts available to the players in the third user study.

consistently when they are able to signal to each other [4, 5], we consider adding to S++ the ability to com-
municate via cheap talk. That is, we use S++ to generate speech acts. We also use speech acts from S++’s
partner to improve the way the algorithm selects experts. We call the resulting algorithm S# (pronounced
‘S-sharp’).

Most machine-learning algorithms have representations that are difficult to understand. Furthermore,
these representations are very low-level, which makes them largely incapable of generating signals at a
level that will be beneficial in interactions with people. On the other hand, S++ has a hierarchical internal
representation which makes it possible to use the algorithm to generate and interpret cheap talk at a level
conducive to interaction with a human partner. This capability means that S++ can potentially use cheap
talk to help establish cooperative relationships with people.

The ability to engage in two-way cheap talk (so as to enhance one’s own payoffs) requires two skills:
(1) the ability to generate cheap talk and (2) the ability to act on the cheap talk of others. In this section, we
describe how these abilities are addressed in S#.

Generating Cheap Talk The speech-generation system used by S# consists of three parts: (1) a language
(i.e., a set of speech acts), (2) a method for selecting speech acts, and (3) a method for determining when
to speak and when to remain silent. We define each in turn for S# in normal form games. A similar (but
preliminary) method is defined for multi-stage RSGs in Supplementary Note [6]

A Set of Speech Acts. The language used by S# in the third user study (Supplementary Note [/)) con-
sisted of the set of phrases (i.e., speech acts) shown in Supplementary Table 21| These speech acts can be
combined to propose plans, express sentiments, etc. The same set of phrases is used regardless of the game
scenario, though the description of the game must include actions labels, as some speech acts utilize these
action labels. We also limited participants to the same set of speech acts, which allows us to more easily
determine how humans and machines use cheap talk in long-term repeated interactions. With the goal of
not overwhelming participants, we kept the set of speech acts small, but sufficiently large to allow them to
effectively plan and express a wide range of sentiments{]ﬂ

Though small, the speech acts shown in Supplementary Table [21] cover a range of different ideas a
player may want to convey to its partner. For example, speech acts 15-18 provide means to propose desired

12A larger set of speech acts was used for the multi-stage games used in the second user study (Supplementary Note E])
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Symbol Event descriptions
n S# selected a new expert (distinct from the previous cycle) to follow.
An expert has been executed for a complete cycle.
S# accepts its partner’s proposed plan of action.
S# rejects its partner’s proposed plan of action because it does not trust its partner.
S# rejects its partner’s proposed plan because it does not deem the proposal to be satisfactory.
S# believes the players can both receive higher payoffs than what they received
in the previous cycle. This event is not generated if the new expert is MBRL.
The current expert is satisfied with last round’s payoff.
The current expert forgives the other player.
The other player defected against S#.
The other player profited from its defection (and is guilty).
The expert has punished its guilty partner.
S# did not succeed in punishing its guilty partner.

TN ®X O

T e - o»

Supplementary Table 22: A list of event symbols and event descriptions. The first six events correspond to
master-level (i.e., expert selection) events of S++, while the last six events correspond to events relevant to
individual experts.

solutions to an associate. Other speech acts allow the players to voice threats (speech acts 1 and 13), accept
or reject proposals (1 and 2), explain decisions to reject proposals (3-4), manage the relationship (7-10),
express pleasure (5-6), express displeasure (11-12), and to gloat (14). Combined together, these speech acts
provide players with a surprisingly rich communication base.

In user study 3, when players were allowed to engage in cheap talk, each round of the repeated game
began with the players independently selecting an ordered set of speech acts (from the prescribed list) that
they wished to communicate to their partner. When both players had committed to a set of speech acts (and
not before), the speech acts were communicated to the other player both visually and aurally (through a
computer voice heard through headsets). The players then simultaneously selected an action. Once both
players had selected an action, the joint outcome was displayed to the players, and a new round then began
(starting with another round of cheap talk).

Speech Generation. S# uses the internal state of S++ and events in the game to determine which speech
acts to voice. Thus, to generate speech acts, a finite state machine with output can be created in which the
states are the states of S++, the events are outcomes that affect S#’s decision making, and the output of the
finite state machine are speech acts. Because each of these items are defined for arbitrary repeated games,
the speech-generation system is also game-independent. Thus, to create a game-independent speech system
for S#, we need only define (a) the events of the game relevant to S++, (b) the underlying internal states of
S++, and (c) the state transition function, which maps events and internal states to new internal states and
speech output.

The events of the game that are relevant to S++ are listed in Supplementary Table 22| The first six
events correspond to expert selection, while the last six events are events that impact the individual experts.
Curiously, this set of events is rather small, which is due to the simple, hierarchical representation of S++.
Though the underlying architecture of individual experts can be sophisticated, the dynamics of each expert
embodies high-level principles that are understandable to people, and are governed by these high-level
events.

Details of how these events are identified are as follows:
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This event is triggered whenever S# selects an expert that has a distinct offer (or target solution) from
the expert it followed in a previous round.

The current cycle begins at the end of the previous cycle. The current cycle continues as long as no
joint action is played more than once in the cycle. When a joint action is repeated in a cycle, the cycle
ends.

S# selects an expert that implements its partners last proposed solution (which will be a sequence of
joint actions).

S# turns down a proposal made by its partner since its partner has not demonstrated enough reliability.
Supplementary Equation [27|specifies how this is determined.

S# turns down a proposal made by its partner since its expected payoff in the proposed solution is less
than its current aspiration level o.

There exists an expert with a target solution y used by one of S#’s experts that produces higher
expected payoffs to both players than the payoffs received by the players in the last round.

S#’s payoff in round ¢ (r!) as at least as great as its current aspiration level o in the case that it
is following an expert that is not a leader or follower expert. If the strategy is a leader expert or a
follower expert, then 7! is at least as great as its payoff would have been if the current (in sequence)
joint action of the target solution had been played.

f S#’s partner’s guilt g*; returns to 0 after Event g had been generated in a previous round.

d

S#’s partner deviated from the target solution () when S# is following a leader or follower expert.
However, as a result of the deviation, r’, was less than the payoff its partner would have received
from the current (in sequence) joint action of the target solution (x). Hence, its partner did not profit
by deviating from playing its portion of .

S#’s partner deviated from the target solution (y) when S# is following a leader or follower expert. As
a result of the deviation, ! is greater than the payoff its partner would have received in the current
(in sequence) joint action of the target solution (x). Hence, its partner has temporarily profited by
deviating from playing its portion of x.

S# previously determined that its partner had benefitted by deviating from the target solution () when
it is following a leader expert (i.e., Event g has been generated, and Event f has not yet followed).
Hence, its partner is guilty. Thus, S# seeks to punish its partner. This event is generated when
its partner’s payoff is less than the expected payoff it would have received when playing the target
solution (i.e., 7, < v_;(x)).

S# previously determined that its partner had benefitted by deviating from the target solution () when
it is following a leader expert (i.e., Event g has been generated, and Event f has not yet followed).
Hence, its partner is guilty. Thus, S# seeks to punish its partner. This event is generated when the
payoff obtained by its partner in the round was at least as high as the expected payoff it would have
received when playing the target solution (i.e., rt_z- > v_;(x)).
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The internal state of S++ is determined by (a) its aspiration level, (b) the currently selected expert, and
(c) the state of the currently selected expert. Due to the hierarchical nature of S++, it is easiest to describe
the internal states of S++ in a distributed fashion. Specifically, a finite-state machine (FSM) with output
is created at both the master level and expert level. A separate FSM is formulated for each type of expert.
These FSMs govern S#’s speech output only when a corresponding expert is selected. The master-level
FSM governs speech output related to transitions between experts. After each transition in an expert-level
FSM, control is transferred to the master-level FSM, which generates appropriate speech (if any) related
to changes (or transitions) in the algorithms strategy. It then either returns control to the previous FSM or
selects a new FSM (if it selects a new expert). The master and expert FSMs used by S# to produce speech
acts are defined by the state transition tables shown in Supplementary Table

As an example of how S#’s individual experts encode high-level strategies that can be easily articu-
lated to people, consider a pure leader expert that targets the Nash bargaining solution of the game. This
leader expert generates speech using the FSM depicted in Supplementary Table 23p. When initiated, the
FSM outputs speech acts 15 and 0 — it proposes a fair plan (indicated by the corresponding joint action)
and also issues the threat that its partner must conform with the plan or he/she/it will be punished. As
the partner conforms with the proposed target solution thereafter, S# responds by saying ‘Excellent’
for several rounds. If mutual cooperation (with the target solution) continues for five rounds, S# says:
‘Sweet. We are getting rich. It then ceases talking as long as its partner continues to con-
form with the target solution. If its partner deviates from the target solution, S# responds by saying either
‘Curse you’ or ‘You betrayed me. If the partner benefited from the deviation, S# also adds the
phrase: ‘You will pay for this, and then proceeds to carry out the threat in subsequent rounds.
Once it has sufficiently punished its partner, S# says ‘I forgive you, and repeats the proposed plan
and threat. In this way, it uses words to reinforce the understanding that its partner needs to conform with
the target solution in order to obtain high payoffs.

When to Talk. While signaling (using, in this case, cheap talk) has great potential to increase coopera-
tion, signaling intended actions exposes a player to the potential of being exploited. Furthermore, the silent
treatment is often used by humans as a means of punishment and an expression of displeasure. For these two
reasons, S# also chooses not to speak under certain circumstances. In this work, we offer a heuristic-based
rule for deciding when to speak and when not to speak. This rule seems to work well in practice, though
future work could potentially focus on developing alternative rules.

Formally, let b} be the number of times up to round ¢ that player i has been betrayed by player —i. That
is, bl is the number of times up to round ¢ that player —i did not play its part of the target solution proposed
by player ¢. Then, the probability that player 7 voices speech acts in round ¢ is given by

1-0.16¢ ifo<bi<4
SPEAK 7 =Y =
Pi (t)“{ 2 ifb >4 24

Note that the choice of whether or not to speak is made at the beginning of the cycle, and is held constant
throughout the cycle.

Listening to Cheap Talk When players can communicate, S++ uses its partner’s signals (in this case,
speech acts) to alter which it expert it selects. This revised mechanism requires that we address two ques-
tions. First, how can S# use its partner’s speech acts to improve which experts it selects? Second, when
should S# listen to its partner.

Expert Selection. S#’s expert-selection mechanism differs in two ways from that of S++. First, S# uses
the last proposal made by its partner to refine the set of experts it selects from at the end of each cycle.
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(a) Master-level state transition table with output

State Transitions Speech Acts (Output)
State Events Events
X, N y z c,n c,nb X, N y z ¢ ¢n c¢cnb
S0 S1 S92 S92 S92 S1 S1 1 244 243 ¢ 9 9+10
S1 Go to state sg of the FSM corresponding to the newly selected expert. 5 € € € € €
EP) Return to the current state of the FSM corresponding to the currently selected expert. € € € € € €
(b) Pure leader expert
State Transitions Speech Acts (Output)
State Events Events
NUL d g P u f S NUL d g p u f S
S0 S1 - - - - - 15+0 - - - - - -
51 - sy st - - - s | - r{11,12) r{an,12H)+13 - - - 5
S2 - sa  sT - - - s3 - r({11,12}) r({11,12})+13 - - - 5
s3 - sy sT - - - sS4 - r({11,12}) r({11,12})+13 - - - 5
S4 - s2  sT - - - S5 - r({11,12}) r({11,12})+13 - - - €
s5 - sy ST - - - S6 - r({11,12}) r({11,12})+13 - - - 6
s6 - s2 st - - -  sg - r({11,12}) r({11,12})+13 - - - €
S7 - - - st s7 S8 - - - - 14 ¢ 1448
S8 53 - - - - - - 15+0 - - - - - -
(c) Alternating leader expert
State Transitions Speech Acts (Output)
State Events Events
NUL d g P u f S NUL d g p u f S
S0 S1 - - - - - - 18+16+0 - - - - - -
51 - sy s7 - - - s - r({11,121)+16  r({11,12})+13 - — - 5416
S2 - sy st - = - s3 - r({11,12})+16  r({11,12})+13 - - - 5+16
53 - sy s7 - - - s - r({11,12})+16  r({11,12})+13 - - -  5+16
S4 - sy st - - - S5 - r({11,12})+16  r({11,12})+13 - - - 16
S5 - sy s7 - - - S6 - r({11,12})+16  r({11,12})+13 - - - 6
s6 - s2 st - - - s - r({11,12})+16  r({11,12})+13 - - - €
S7 - - - st s7 S8 - - - - 14 e 1448 -
S8 s3 - - - - - - 18+16+0 - - - - - -
(d) Pure follower expert (e) Alternating follower expert
State Transitions Speech Acts (Output) . State Transitions Speech Acts (Output)
State Events Events State NUL Evegts s NUL Eveéns s
NUL d S NUL d S 50 s1 - - 18+16 - -
S0 s1 _ 15 _ _ s1 - s2 s2 - r({11,12})+16 5+16
sl - s s | - r({1L12) s 2l Domon D dhiape sae
S9 - So  S3 - r({11,12}) 5 s4 - sa ss - Tﬁﬂﬁ;*:g 166
s - s s - T s +
Zi B ;z ;: B :Egi:g{g i - e e - r({11,121)416 &
S5 - s Se - r({11,12}) 6
S6 - S22 S6 - r({11,12}) e

(f) FSM for the MBRL expert.

(g) FSM for the maxmin expert.

State Transitions | Speech Acts (Output) State Transitions Speech Acts (Output)
State E i E i State Events Events
vents vents NUL -s s | NUL -
- S - s 50 51 - - 7 = -
S0 S0 S0 - 5 S1 - S1 S1 - - -

Supplementary Table 23: Finite state machines (FSMs) with output define the speech acts generated by
S#. The master-level FSM (a) is executed beginning in state sqg after each transition in an expert-level FSM
(b—g). The master-level FSM returns control to an expert-level FSM once a terminal state is reached (s;
and sg). If state s is reached in the master-level FSM, control over speech output is returned to the FSM
corresponding to the currently selected expert (in its current state). If state s9 is reached, control over speech
generation is moved to the FSM corresponding to the newly selected expert, beginning in state sg. The
symbol ‘—’ as output indicates the state-event combination is not possible. ¢ indicates the empty string.
Numbers in the output portion of the FSM indicate numbers of the speech acts (Supplementary Table 21))
generated by S#; ‘+” indicates concatenation of speech acts. NUL indicates an automatic transition; no event
input is considered. Unspecified events do not produce any transitions in the FSM.
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Algorithm 2 S# for normal-form games.
Input:
Description of the game
Initialize:
Compute the set of experts P,
Initialize the aspiration level «;
a’ < random(A)
H.< {ap},t«< 1,and 7; « 0
Select an initial expert ¢! € ®;
repeat
Produce speech acts as dictated by the FSMs
Observe player —i’s speech acts and compute ¥, (t)
if U (t) # U;(t - 1) and &, n U, (t) # @ and (n; < PLSTEN(t)) then
7 =7if|He|
Update «; using Supplementary Equation |19
Select ¢! using Supplementary Equation
H.< {a;_1}and7; < 0
end if
Select and execute action a! (as dictated by ¢f)
Observe a’ and r}
T < T+ ’I“f
if a; € H_. then
Ty = Fi/ |H c|
Update «; using Supplementary Equation [I9]
Update each expert ¢ € ®; as necessary
Select ¢!*! using Supplementary Equation
H.< @and7; <0
else
o = o
end if
H.< H.u{a;}
t—t+1
until Game Over

Second, S# considers switching which expert it follows mid-cycle if its partner proposes a desirable plan.
The resulting algorithm is summarized in Algorithm[2] We discuss these two modifications in turn.

S# uses the last proposed plan made by its associate to modify its expert-selection mechanism. Rather
than selecting experts using Supplementary Equation this modified version selects experts using the
following selection rule:

gbgt_'HC') with prob. f(al, 7t

t ir'i 25

¢Z < 144 :
random(®/'(t)) otherwise

This selection rule is identical to Supplementary Equation [20] except that random selections are made from
the set ®'(t) ¢ ®!(t) rather than ®/(¢).
In normal-form game proposed plans involve the specification of a solution, which consists of either

Multi-stage RSGs are slightly more difficult, though we describe a solution in Supplementary Note E] that worked well in
practice for the two distinct games tested.
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a joint action or sequence of joint actions (see Supplementary Table speech IDs 15, 16, and ISFEI). S#
compares this solution with the target solutions of each of its leader and follower experts. Let ¥;(¢) denotes
the set of experts that have target solutions that are congruent (i.e., in the context of normal-form games,
equivalent) with its partner’s last proposed solution.

Given ¥;(t), the set @/ (¢) is derived as follows:

qxﬂe{<WT@A“ HG%QWAﬂ¢®)meH<E“MTNU» Y
OI(t) otherwise

where n, is a randomly selected number from the range [0, 1]. In words, if the set formed by the intersection
of the set of potentially satisficing experts (®}) and the set of experts congruent with player 4’s last proposal
(;(t)) is not empty, then with probability PX7STEN (1) (the probability that player i will listen to a satis-
factory proposal made by player —%), the algorithm selects an expert from the intersection of those two sets.
Otherwise, the algorithm selects experts from the set @/ (as with S++).

The second difference between the expert-selection mechanisms of S# and S++ is that S# considers
switching its expert in mid-cycle if its partner makes a new proposal. That is, if the new proposal made by
its partner is congruent with some expert ¢ € @/, then S# immediately switches its expert with probability
PLISTEN (1) This alteration is reflected in the first if-block of Algorithm

When to Listen. The probability Pz“ STEN (t) specifies the probability that player ¢ will listen to a
desirable proposal made by player —i. As in the case of speech generation, the act of listening to an associate
opens one to the possibility of being exploited. For example, in the prisoner’s dilemma, an associate could
continually propose that both players cooperate, a proposal S# would continually accept and act on when
al < 60). However, if the partner did not follow through with its proposal, it could potentially exploit S# to
some degree (for a period of time).

To avoid this, S# listens to its partner less frequently the more the partner fails to follow through with its
own proposals. Let d! be the number of times up to round ¢ that player i has been betrayed while listening
to player —i. Player i is considered to be listening to player —i if the current expert ¢!, which was selected
in round 7, was in the set ¥;(7). Then, P*/STEN (1) is given by

1 ifdi=0
t
PLISTEN (1) _ % ifl1<d <3 27
—2— ifdi>4
5.2%

We note that the equations specifying when to talk (Supplementary Equation [24) and when to listen
(Supplementary Equation are heuristics derived from experimentation. While these heuristics worked
well in practice, future work could explore these functions more carefully to further improve the way that
S# utilizes cheap talk.

Performance Properties

S# differs from S++ in two ways: (1) it produces cheap talk (i.e., it talks) and (2) it responds to the cheap
talk of others (i.e., it listens). In the second and third user studies reported in this paper (see Supplementary
Notes 6 and 7, respectively), we evaluate the ability of S#- (an early version of S# that talked but did not

"*In particular, phrases 15 and 18 are used to specify a particular target solutions. Phrase 16 could also be used to specify a target
solution, though it may also be used to specify the next solution in the sequence. In this work, we assume that phrase 16 specifies a
target solution only if the solution specified in this speech act is not part of the last target solution proposed by the partner.
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listen) and S# to forge successful relationships in repeated games with people. Before reporting these user
studies, we discuss how talking and listening impacts S#’s ability to learn to forge successful relationships.
We focus on two topics. First, we discuss how talking and listening impacts S#’s ability to avoid being
exploited, a property that has been called security. Second, we evaluate how S#’s ability to talk and listen
impacts its ability to cooperate when paired with a partner that follows S#.

Security Security refers to the guarantee that an algorithm will not, in expectation, achieve an average pay-
off more than ¢ below its maximin value v;™™", regardless of the behavior of its associate. S++ is guaranteed
to be secure [1]]. Since S# uses S++, it also has the potential to be secure. However, because S# voices its
strategy and listens to plans proposed by its partner, it potentially exposes itself to exploitation. Fortunately,
Egs. and , which define the variables Pz-SPEAK and PZ-LISTEN, ensure that the probability of exploita-
tion due to voicing and to listening to cheap talk becomes vanishingly small over time. Thus, like S++, S#
is secure as t — oo when the payoffs in the game are finite.

The Impact of Talking and Listening We gave S# the ability to generate cheap talk and respond to the
cheap talk of others in hopes of helping it to forge more successful relationships. To begin to analyze the
importance of these two mechanisms, we consider a simulation study in which we compare the performance
of three different algorithms when they are paired with S# in repeated games. These algorithms are:

1. S++ (No communication via cheap talk). S++ neither talks nor listens to S#. As such, the two players
do not communicate via cheap talk.

2. S#- (One-way communication via cheap talk). S#- is identical to S#, except that it either does not talk
or does not listen. Thus, it is half way between S++ and S#. When S#- is paired with S#, communica-
tion via cheap talk flows in only a single direction. In the case that S#- just talks, communication via
cheap talk flows from S#- to S#. In the case that S#- just listens, it flows from S# to S#-. When paired
with S#, these two conditions are identical (effectually, one player listens while the other talks).

3. §# (Two-way communication via cheap talk). When paired with another player that follows S#, com-
munication via cheap talk flows in both directions. Both players both listen to and talk to their partner
using cheap talk.

Supplementary Figure [I2[top) shows the results of this comparison with respect to the ability of the
algorithms to establish mutually cooperative relationships in three different games. Both talking and lis-
tening are important to S#’s success. In all three games, S#- forged mutually cooperative relationships
more quickly than S++. However, S# did so more quickly than S#- in each game. These observations are
supported by statistical analysis. For each game, we tested a generalized linear mixed model of mutual
cooperation (binomial family) as a function of communication type, round number, and simulation session.
We used backward coding difference for the contrasts of the communication variable, so that two-way com-
munication was compared to one-way communication, which was in turn compared to no communication.
Results were the same across all games: mutual cooperation increased with time (all z > 28, all p < 10e-16),
two-way communication was an improvement over one-way communication (all z > 5.8, all p < 10e-8), and
one-way communication was an improvement over no communication (all z > 10.4, all p < 10e-16). The
ability to quickly establish mutually cooperative solutions translates directly into higher payoffs (Supple-
mentary Figure @bottom)).

These results confirm our observations in carrying out user studies 2 and 3, which are reported in Supple-
mentary Notes 6 and 7. Initially, for user study 2, we created and evaluated S#-, which generated cheap talk,
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Supplementary Figure 12: The impact of generating and responding to cheap talk in three different repeated
games. In this simulation study, three different algorithms were paired with S#: S++ (which does not talk or
listen), S#- (which just talks or just listens but not both), and S# (which both talks and listens). Parameters
for the algorithms were set as in User Study 3 (see Supplementary Table[20). (top) The proportion of mutual
cooperation forged by the pairings. Results are an average of 50 trials for each game and condition. Points
represent the mean payoff over all trials (averaged over 5-round increments), while error ribbons show the
standard error of the mean. (bottom) Average per-round payoffs obtained by the players over all 50 rounds
of the game. The bars show the mean over all trials, while error bars show the standard error of the mean.
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but did not respond to its partner’s cheap talk. While mutual cooperation tended to emerge more frequently
in interactions between S#- and people than in interactions between S++ and people, we observed that it did
not emerge as consistently or as quickly as we would have liked. Study participants often became frustrated
as they waited for the machine to propose a solution they could agree to. Thus, we added the ability to also
respond to a partner’s proposal, thus forming S#. Results described in Supplementary Note 7 (the third user
study) show that people established cooperative relationships with S# as consistently as they did with other
people.
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Supplementary Note 5

User Study — Human vs. Machine 1

In this paper, we are interested in developing algorithms that can effectively learn to interact with people
in arbitrary repeated games. Despite the large amount of research devoted to algorithmic development
in the area of repeated games, very little work has addressed how well these algorithms are capable of
playing repeated general-sum games with people, though game-specific research has been done in one-shot
games [83]. However, with the growing presence of autonomous machines in society that interact repeatedly
with us (i.e., repeated games), developing algorithms that establish cooperative relationships with people,
and do so in arbitrary scenarios under the threat of being exploited, is critical.

In the analysis performed in Supplementary Note [3], we observed that S++ [1], a recently developed
machine-learning algorithm for repeated games, was a top-performing algorithm among 25 representative
algorithms. The results of that analysis showed that S++ was able to learn to interact effectively with other
Al algorithms across an extensive set of 2x2 games. Equally importantly, the results showed that S++ learns
within time-scales that would support interactions with people.

In this section, we describe a user study designed to investigate whether S++ is able to learn to estab-
lish and maintain cooperative relationships with people in a variety of scenarios. In this study, we paired
S++ with people in four repeated normal-form games (Prisoner’s Dilemma, Chicken, Chaos, and Shapley’s
Game). As part of this analysis, we benchmark the performance of S++ in these games with the performance
of people.

Experimental Setup

We describe, in turn, the experimental protocol carried out in the user study, the games used in the study,
and the user interface through which participants played the games.

Protocol In the user study, we paired study participants with other Humans, S++, MBRL-1, and BULLY in
four repeated normal-form games (Prisoner’s Dilemma, Chicken, Chaos, and Shapley’s Game). Each of the
58 participants played each of the four games in a random order. Over these four games, each participant
was paired with each of the four partner types in a random ordeﬁ Assignment of participants to orders was
pre-determined by a schedule based on subject ID number, which as assigned based on the order subjects
arrived to the study. The participants were volunteers from the Masdar Institute community, comprised
primarily of graduate students and postdoctoral associates. The study was approved by Masdar Institute’s
Human Subjects Research Ethics Committee. Informed consent was obtained from each participant.

Groups of between four and eight (typically six) people participated in the study at a time in a computer
lab at Masdar Institute. The following procedure was followed for each group of participants:

1. Each participant was assigned a random ID, which defined the order that the participant played the
four games as well as the partners they were paired with.

'3 A number of errors occurred in the administration of the user study, such that in a few instances subjects played the same game
twice or were paired with a different player type twice. Additionally, several data samples were lost due to system malfunctions
during the user study. Given that this was an exploratory study (followed up be subsequent studies), we do not feel that these errors
compromise the integrity of our overall findings.
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2. Each participant was trained on how to play the game using a web interface. Before proceeding to
the first game, each participant was required to correctly answer several questions that tested their
knowledge of how the game was played.

3. Repeat for each of the four games:

(a) Each participant played a repeated game lasting 50 or more rounds. Participants were not told
in advance the length of the game (i.e., number of rounds). To mitigate end-game effects, the
length of each game was randomized between 50 and 57 rounds (thus, we only report on results
over the first 50 rounds). Participants were also not told the identity of their partner, nor were
they allowed to communicate with the other participants.

(b) Each participant completed a brief post-game questionnaire.

To incentivize participants to try to maximize their own payoffs in the game, subjects were paid based on
their performance. Each participant received approximately $5 for participating in the study. A participant
could earn an additional $10 based on their performance. Each participant’s performance-based compensa-
tion was directly proportional to the amount of points he or she received in each repeated game. The amount
of money a participant had earned in a game was displayed on the game interface in local currency.

In an effort to hide the identity of the players from each other, each round of each game lasted a fixed
amount of time (in seconds). Participants were allotted a fixed amount of time to select an action, after
which the results of the round were displayed. If a participant failed to select an action within the allotted
time, a random action was automatically selected in their behalf. To encourage participants to always select
an action, participants were not paid for points received in rounds in which they failed to select an action.

This experimental design allowed us to collect on the order of 58 samples each for Human-S++, Human-
MBRL-1, and Human-Human pairings, with samples divided cross the four different game Given that
this was an initial exploratory study, this sample size was chosen to adequately limit the cost of running
the user studies while providing sufficient samples to determine substantial differences in the algorithms.
Additionally, since a separate instance of S++ and MBRL-1 was used for each interaction, the interactions
between algorithms were independent from each other. Thus, the number of trials used for agent-agent
pairings was not limited by the number of participants in the study. Thus, we conducted 100 different
simulations of each agent-agent pairing in each game.

Games The payoff matrices of the four repeated, normal-form, general-sum games used in the study are
given in Supplementary Table Each of these games represents a different scenario in which cooperation
and compromise are difficult to achieve against unknown associates. Furthermore, each game has an infinite
number of Nash equilibria (NE) of the repeated game when the game is repeated after each round with
sufficiently high probability.

The first game is the Prisoners’ Dilemma (PD). In the PD, defection (d) is the dominant strategy for
both players. However, this joint action is Pareto dominated by the solution (¢, ¢) which leads to a payoff
of 0.6 for both players. Both players can increase their payoffs by convincing the other player to cooperate.
The dilemma or challenge arises from the difficulty of convincing a rational player that it is better to play a
dominated strategy. The pair (¢, d) means the column player gets the temptation reward of 1.0 for defecting
against its partner, while the row player gets the lowest payoff of 0. Similarly, (d,c) means the column
player gets the lowest payoftf of 0 compared to the defecting partner’s payoft of 1.0.

16 Again, errors in administering the study along with system malfunctions that required us to exclude some samples, resulted in
slightly different numbers for each condition.
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(a) Prisoners’ Dilemma (PD) (b) Chicken

c d a b
¢ 0.60,0.60 0.00,1.00 a 0.84,0.84 0.33,1.00
d 1.00,0.00 0.20,0.20 b 1.00,0.33 0.00, 0.00
(c) Shapley’s Game (d) Chaos Game
a b ¢ a b c
a 0,0 1,0 0,1 a 0.46,0.67 0.24,0.06 1.00,0.00
b 0,1 0,0 1,0 b 0.00,0.37 0.37,0.07 0.01, 0.53
c 1,0 0,1 0,0 c 0.14,0.69 0.20,1.00 0.71, 0.90

Supplementary Table 24: Payoff matrices of four games considered in our study. In each cell, the row
player’s payoff is listed first, followed by the column player’s payoff.

The second game is Chicken, also known as the hawk-dove game in evolutionary game theory [84].
Chicken models a situation in which players are in equilibrium if one player chooses to concede (the ‘dove’)
by playing action a, while the other chooses to aggress (the ‘hawk’; action b). However, since the payoff is
higher for aggressing, each player is demotivated to be the one to concede.

Shapley’s game [85]], a variation on rock, paper, scissors, is of interest because most learning algorithms
do not converge when they play it [8]. Moreover, it does not have a pure one-shot NE, but rather a unique
one-shot mixed strategy NE in which all players play randomly. This NE yields a payoff of 1/3 to each
player. However, in repeated interactions, both players can do better by alternating between getting a payoff
of 0 and 1, which results in a Pareto-optimal (and fair) outcome in which both players get an average payoff
of 0.5.

The Chaos game was created by the authors such that the ‘right’ action is not immediately obvious. Like
the PD, the game has three Pareto-optimal solutions and a single one-shot NE solution in which both players
play a. However, the game is less structured than the PD and has a larger strategy space, which seemingly
would make cooperation and compromise more difficult to learn against arbitrary associates.

Because the Chaos game is not symmetric, this game must receive special treatment in the analysis.
When participants were paired with either S++ or MBRL-1, the participants were always given the role of
the column player, who has a stronger position in this game. Thus, to allow us to make comparisons between
players in this game, as well as to allow us to make comparisons across games, we used standardized payoffs
(i.e., specifically the standardized z-scores across each game) when analyzing payoffs received.

Algorithms In this study, we analyze the performance of the thre different player types: humans (the
study participants), S++, and a model-based reinforcement learning algorithm (MBRL-1; see Supplemen-
tary Table 6] in Supplementary Note [3| for implementation details). MBRL-1 represents traditional learning
algorithms for repeated games, and hence makes a good additional point of comparison that shows differ-
ences between traditional artificial intelligence and more recent advances (represented by S++). Parameter
values for the version of S++ used in this user study are given in Supplementary Table [20]in Supplementary
Note

"For simplicity of analysis, we omit games involving the algorithm BULLY. As in the simulation studies presented in Sup-
plementary Note 3] BULLY sometimes performed very well, and other times performed very poorly. BULLY does not consistently
cooperate across many games and associates, particularly against humans.
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Supplementary Figure 13: Web-based GUI used by participants to play the games in the first user study.
(a) The action-selection display used by the participant to select an action. (b) The round-review display
through which the participant observed the results of a round.

The three player types are paired to form six different pairings: MBRL-1/Human, Human/Human,
S++/Human, S++/S++, S++/MBRL-1, and MBRL-1/MBRL-1. In this study, we are primarily concerned
with comparisons between how well each of the player types interact with people (hence, MBRL-1/Human,
Human/Human, and S++/Human pairings). However, the other three (agent-agent) pairings offer insights
into the personalities of the algorithms and what they are capable of achieving.

User Interface Each participant played the games on a desktop computer in a computer lab using the web-
based graphical user interface (GUI) shown in Supplementary Figure In each round, the complete payoff
matrix was displayed, along with a button corresponding to each of the participant’s actions (Supplementary
Figure[I3p). A timer was also displayed, indicating the time remaining in the current round (i.e., the deadline
for selecting an action). Once the round was completed, the results of the round, including the actions
selected by both players and the resulting joint payoff, were displayed on the screen for a fixed amount of
time (Supplementary Figure [I3pb), after which a new round began.

The average per-round payoff of the participant in the current game, along with the participant’s current
earnings, were displayed on the game interface. The average per-round payoff of the participant’s partner
was not displayed, however. This was done to emphasize that the participant’s goal was to maximize its own
payoffs rather than to outscore his/her partner.

Outcomes

We focus on two aspects of the results in this study. First, we study the ability of Al algorithms to learn to
cooperate with people. Hence, our primary metric is the proportion of rounds that both players cooperated
with each other (i.e., mutual cooperation). However, given that self-interested individuals care only about
cooperation if it leads to higher payoffs, we also analyze the payoffs received by the players.

Mutual Cooperation The proportion of mutual cooperation observed for each pairing in each game is
shown in Supplementary Figure [I4 The figure shows several important results. First, S++/S++ pairings
had the highest levels of mutual cooperation by the end of each game. The success of S++ is confirmed
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Supplementary Figure 14: Proportion of mutual cooperation in individual games (left) and across all four
games and rounds (right). Error bands/bars show the standard error on the mean. In the individual games,
results are shown as the average of five-round increments.

by a negative binomial regression in which the number of cooperative rounds within each pairs was the
dependent variable, and in which Game, Pairing, and their interaction were predictors (because sample
variance was largely greater than sample mean in most cells, a Poisson regression was not appropriate). This
analysis showed that S++/S++ pairings had significantly more cooperative rounds than any other pairings (all
z < —4,all p < 0.001). Additionally, S++/Human pairings had more cooperative rounds than Human/Human
pairings, MBRL-1/Human pairings, and pure MBRL-1 pairings (all z < =5, all p < 0.001). The analysis
also detected multiple interaction effects across games and pairings. These interaction effects can be visually
assessed in the figure. For example, in both the Prisoner’s Dilemma and in Chaos, S++/S++ pairings had the
highest proportion of mutual cooperation throughout all rounds, whereas S++/S++ pairings only obtained
the highest levels of mutual cooperation in Chicken and Shapley’s Game after 30 to 40 rounds of interaction
(S++/S++ pairings almost always eventually learn to play the mutual cooperative solutions in these games
given sufficient rounds of interaction). Altogether, these results continue to demonstrate the potential of S++
to learn to cooperate.

The superiority of S++/S++ pairings (with respect to learning mutually cooperative solutions) can be
traced to S++’s ability to improve its behavior as it gains more experience interacting with a particular
partner. While the proportion of mutual cooperation in S++/S++ pairings increased substantially from the
first ten rounds to the last ten rounds (Supplementary Figure [T5), the same cannot be said of other pairings
(at least not to the same extent). This result is confirmed by nonparametric Wilcoxon tests comparing the
number of mutually cooperative rounds that each pairing achieved early (first ten rounds) and late (last ten
rounds) in an interaction. S++/S++ and Human/S++ pairings significantly improved (p < 0.001 in both
cases), Human/Human and MBRL-1/Human pairings did not significantly improve or disprove (p = 0.46
and p = 0.16, respectively), and pure MBRL-1 pairings even decreased in cooperation (p < 0.001). In
summary, S++ is able to use its experience to improve its rate of cooperation when paired with humans and
with copies of itself.

68



§10-
§ 0.9-
£0.8-
8
O 0.7- —— MBRL-1/MBRL-1
[ 0.6- MBRL-1/Human
50.5- —— Human/Human
Z0.4-
S S++/Human
80'3_ >(// —— SHH/SHE
'g 0.2+ —_—
801—
a 0.0-

I I

1-10 41-50

Round

Supplementary Figure 15: Average proportion of mutual cooperation across all games over the first and last
ten rounds, respectively. Only pairings involving S++ had statistically significant increases in performance
between these time intervals.

Second, Humans and MBRL-1 failed to consistently cooperate with any of the three player types. Pairs
of people played the mutually cooperative solution in only about 20% of rounds across all four games.
Mutual cooperation among human pairings never reached 50% in any game over any five-round increment.
Proportions of mutual cooperation obtained by MBRL-1 were similarly low.

Thus, S++ learns to cooperate with people as well as people do. However, this achievement was more
of a function of the inability of people to consistently cooperate with each other than S++ being able to
consistently elicit cooperative behavior from people.

Payoffs Received In this user study, the ability to establish cooperation relationships tended to translate
directly into higher payoffs. Among the five pairings evaluated in the previous subsection (MBRL-1/MBRL-
1, MBRL-1/Human, Human/Human, S++/Human, and S++/S++), the correlation between payoffs received
(i.e., the standardized z-score in each game) and the proportion of mutual cooperation was (1876) = 0.800,
p < 0.001. This strong correlation indicates that, when associating with capable partners, the ability to
achieve high payoffs is typically tied to one’s ability to establish cooperative relationships.

Supplementary Figure [T6] shows the average standardized payoffs obtained by each player type when
paired with each of the three partner types, across all four games. The figure shows several important
trends. First, S++/S++ pairings, which had by far the highest levels of mutual cooperation, also achieved the
highest average payoffs. Second, for each partner type, S++ achieved similar or higher payoffs as people.
This further confirms that S++ is as capable as humans in establishing effective relationships in these games.
Finally, there is a trend showing that MBRL-1 consistently achieved the lowest payoffs of the three player

types.

Reflections
This user study had several important results:

1. S++ is much more capable in self play than both people and MBRL-1. Self play is an important
aspect of evolutionary robustness [6]. It also helps to demonstrate the potential of S++ to cooperate
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Supplementary Figure 16: Average standardized payoffs across all four games when paired with each player
type (Human, MBRL-1, S++).

with other players.

2. S++ appears to be much more effective at learning from experience than Humans or MBRL-1. In
self play, MBRL-1 even showed statistically significant decreases in mutual cooperation over the four
games considered. Meanwhile, S++ had statistically significant increases in mutual cooperation as
the rounds of the game increased when paired with both a copy of itself and when paired with people.
There was not a statistically significant increase in mutual cooperation among human pairings over
time.

3. The performance of S++ was as good as or better than humans when paired with all three player types
across the four games considered. Despite this success, the proportion of mutual cooperation between
S++ and people was quite low, as was the case for Human/Human pairings. Thus, S++, in its current
form, is unable to consistently elicit cooperative behavior from people.

In short, S++, in its current form, does not fully meet our objective of a learning algorithm that con-
sistently learns to cooperate with people. Given the importance of this outcome in establishing effective
human-machine societies, we extended S++ with the ability to communicate with people using cheap talk.
The resulting algorithm, dubbed S# (pronounced ‘S-sharp’), is analyzed in the two user studies presented in
the next two Supplementary Notes.
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Supplementary Note 6

User Study — Human vs. Machine 2

Despite S++’s ability to establish successful relationships with other algorithms, the results of the first user
study (Supplementary Note [5) show that S++ was unable to consistently elicit cooperative behavior from
people across four repeated normal-form games. It did, however, cooperate with people as much as people
did, as people also failed to consistently cooperate with each other in these games.

Past research has shown that people cooperate with each other more frequently when they are able to
communicate costless signals [4} [5]. This suggests that algorithms may also need to engage in cheap talk
to be able to establish cooperative relationships with people. However, while signaling comes naturally
to humans, the same cannot be said of machine-learning algorithms. To be useful, costless signals should
be connected with behavioral processes. Unfortunately, most machine-learning algorithms have low-level
internal representations that are often not easily expressed in terms of high-level behavior, especially in
arbitrary scenarios. As such, it is not obvious how these algorithms can be used to generate and respond to
costless signals at levels that people understand. However, unlike typical machine-learning algorithms, the
internal structure of S++ provides a clear, high-level representation of the algorithm’s dynamic strategy that
can be described in terms of the dynamics of the underlying experts. Since each expert encodes a high-level
philosophy, we can use S++ to generate signals (i.e., cheap talk) that describe its intentionality.

Thus, we extended S++ with the ability to generate speech acts, which were voiced to the human partner
through a Nao robot. This early version of S# (which we refer to as S#-) did not, however, take into ac-
count signals communicated by its partner. We then conducted a second user study[gl to determine whether
this extended algorithm could establish cooperative relationships with people. Ninety-six people partici-
pated in this study, which was approved by Masdar Institute’s Human Subjects Research Ethics Committee.
Informed consent was obtained from each participant.

For ease of exposition, we discuss this user study in two parts. In Part 1, we discuss the condition of the
study in which the participants were not allowed to communicate with each other. In Part 2, we discuss the
impact of communication on the ability of the players to cooperate with each other.

Experimental Setup (Part 1)

We discuss, in turn, the protocol followed in Part 1 of the user study, the games used in the study, the
algorithms involved, and the user interface through which participants played the games.

Protocol Part 1 of this user study followed a 3x2 mixed design, in which the between-subjects variable
was the partner type (Humans, CFR, or S++) and the within subjects variable was the game scenario (the
SGPD and the Block game). Twelve groups of four participants each were recruited from the Masdar
Institute community to participate in this part of the study. Half of the groups were assigned to a human-
human condition, and were thus paired with each other as shown in the schedule shown in Supplementary
Table 25p. The other six groups were assigned to a human-machine condition in which two of the subjects
were paired with CFR [87,88] and two of the subjects were paired with S++, as specified in Supplementary
Table 25p. The condition that each group was determined in advance without knowledge of the participants
that would be participating in that group.
The study proceeded as follows:

'8 This study was originally presented at HRI 2015 [86].
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(a) Human-human condition

Schedule for a Group of Four Subjects
Order | Game Pairing 1 | Pairing 2

1 SPGD H1-H2 H3-H4

2 Block Game | HI1-H3 H2-H4

(b) Human-machine condition

Schedule for a Group of Four Subjects
Order | Game Pairing 1 | Pairing 2 | Pairing 3 | Pairing 4
1 SPGD H1-CFR | H2-CFR | H3-S++ | H4-S++
2 Block Game | HI-CFR | CFR-H2 | H3-S++ | S++-H4

Supplementary Table 25: The schedule of games and pairings followed in each condition of Part 1 of the
second user study. Subjects participated in Part 1 of this user study in groups of four, in which each subject
was randomly assigned an ID (H1, H2, H3, or H4). Each group was designated to one of two conditions:
human-human or human-machine.

8.

. The group of four participants was assigned a condition (human-human or human-machine).

Each participant was randomly assigned an ID (H1, H2, H3, or H4).

. The SGPD was explained to the participants using slides and a video demo. Participants were allowed

to ask as many questions as necessary until it was clear they understood the rules of the game.

The participants played a 54-round SGPD with their assigned partner (see Supplementary Table [25).
Participants played the game on a desktop computer using the arrow keys to select movements. The
participants were not told the number of rounds in the game or the identity of their partner. They were
not allowed to talk or signal to each other; computers were placed so that participants could not see
each other.

. Each participant completed the post-game survey shown in Supplementary Figure 22] (the survey

shown in Supplementary Figure 23| was used in Part 2 of the user study).

When all participants had completed the survey, they were introduced to the Block Game using slides
and a video demo. Participants were allowed to ask as many questions as necessary until it was clear
they understood the rules of the game.

The participants played a 51-round Block Game with the same player type as before. The player listed
first in the pairing (Supplementary Table [25) was assigned to be the player to select a block first — a
role which was kept constant in each round of the game. The participants used the mouse to select the
blocks on a GUI.

The participant completed the same post-experiment survey as in Step 5.

Participants were paid a $5.00 show-up fee. To incentivize the participants to try to maximize their own
payoffs (which was the stated objective of each game), participants were also paid money proportional to
the points they scored in the games (they could earn up to an additional $15.00). The GUI displaying the
game interface also showed the amount of money the participant had earned so far in local currency.
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Current round #: 9
Your average payout: 08.62
Money earned (AED): 02.16

His blocks:

Current round #: 5
Your average payout: 21.50
Money earned (AED): 01.72

Round 1
Your payout for this round: 7 (AED 0.22)
u

Round 2
Your payaut for this round: 0 (AED 0.00)
Round 3
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(a) GUI used to play the SGPD (b) GUI used to play the Block Game
Supplementary Figure 17: Graphical user interfaces used by participants to play the SGPD and the Block
Game, respectively. (a) In the SGPD, the participant used the arrow keys on the keyboard to select which
direction to move their icon through the maze. (b) In the Block Game, participants selected blocks by
clicking on the desired block with the mouse.

In addition to the human-human and human-machine pairings specified in Supplementary Table [25]
(which produced 12 samples for each human-human and human-agent pairing in each game), machine-
machine simulations were run to serve as additional points of comparison. Since a new version of CFR and
S++ was initiated for each interaction, we were able to conduct additional runs for these machine-machine
pairings; the number of available participants had no impact on these simulations. Thus, all results for
S++/S++ and CFR/CFR pairings are each obtained from 24 independent trials. Given statistical variations
observed in the first user study, these samples sizes were deemed adequate to identify substantial differences
in performance between pairings, though no formal power analysis was performed prior to the study.

Games As specified in Supplementary Table[25] each participant first played the stochastic game prisoner’s
dilemma (SGPD), followed by the Block Game. Both of these games are explained in Supplementary
Note[2] Recall that various levels of cooperation are possible in each game. So-called mutual cooperation in
the SGPD is when both players choose to move through Gate B. In the Block Game, mutual cooperation is
achieved when the players take turns (across rounds) getting all the squares and all the triangles, respectively.

User Interface Participants played the games using GUIs. Screen shots of the GUIs used in both games
are shown in Supplementary Figure In both GUIs, the game board was displayed on the left portion
of the GUI, while the history of play was displayed on the right portion of the GUI. The participant’s own
payoffs in each round, his/her average payoff over all rounds, and his/her total earnings were all displayed
prominently on the GUI interface. However, as in the other user studies, the payoffs of the participant’s
partner was not recorded on the GUI (though the participant could infer them). This was done to emphasize
that the goal of the game was to maximize one’s own payoffs rather than to outscore one’s partner.
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Algorithms S++ was originally designed for repeated normal-form games. A recently published extension
to the algorithm allows it to be used in multi-stage RSGs [2] by simply defining experts that define policies
in each state of the RSG. As in normal-form games, these experts include leader and follower strategies, as
well as a third genre of expert strategy called preventative strategies (see Crandall [2] for details).

As in the first user study, we compared the S++’s ability to learn to interact with people with the ability
of another learning algorithm. In this study, we compared the performance of S++ with CFR (counter-
factual regret), which has become a core component of world-class computer poker algorithms [87, 88, [3]].
CFR generalizes the idea of regret [14]] to large extensive—for games with imperfect information. CFR
was originally designed to compute a Nash equilibria in large zero-sum games, though regret-minimization
has often been used as a criteria for online learning in general-sum games (e.g., [[15]). However, regret
minimization is not guaranteed to correspond to payoff maximization in such games, and can even correlate
positively with reduced payoffs when associates employ other learning algorithms [[1°7, [18 165, [1].

Players were not told the identify of their partner. However, because algorithms make selections almost
instantaneously in most cases, a participant might be able to infer that their partner was a computer algorithm
due to how fast their partner selected actions. In the first user study, we addressed this problem by making
each round last a fixed amount of time. If both players selected actions before this time elapsed, they still
had to wait until time elapsed before observing the result. They were also forced to make decisions within
the allotted time. This mechanism seemed to cause boredom or frustration among participants (the amount
of time allotted tended to be either too long or too short), and is even less practical when rounds consist of
many consecutive moves, as in the SGPD and the Block Game.

Thus, in this second user study, we eliminated fixed-length rounds and instead introduced artificial
delays into the computer algorithm to try to make decision-times more human-like. To do this, we logged
the amount of time that humans took to make decisions, and then used a k-nearest neighbor algorithm to infer
how long the computer algorithm should delay before selecting an action. This technique was somewhat
effective, though delays still sometimes seemed unnatural to participants (and, hence, did not seem human-
like) due to the complexity of determining the relevant features of the game state that caused changes in
human decision times2)}

Outcomes (Part 1)

As in the first user study, we are interested in comparing the behavior and performance of computer algo-
rithms with that of humans. We are particularly interested in finding algorithms that learn to consistently
cooperate with people. Thus, in discussing the results of Part 1 of this second user study, we begin by
discussing the proportion of mutual cooperation achieved by the algorithms. We then discuss the payoffs
received by the algorithms in each pairing and game.

Mutual Cooperation The proportion of mutual cooperation achieved by each pairing in both games is
summarized in Supplementary Figure [I8] These results have identical trends to those of the first user study.
Only S++/S++ pairings achieved high levels of mutual cooperation (in both games). Additionally, neither

19So that CFR can be used in the SGPD, the game is reduced to an extensive-form game by truncating a round after a certain
number of moves (40 in our case). Since each round of the SGPD usually has little more than 30 moves (unless players make
irrational moves), this simplification does not affect the strategies of rational players.

PGiven that our k-nearest neighbor machine-learning algorithm failed to produce human-like delays in the decision process,
we used tit-for-tat time delays in the third user study (Supplementary Note [7), wherein the computer algorithm delayed the same
amount of time as the participant delayed in the previous move. This approach, while not perfect, seemed to be much more effective,
as fewer participants commented on the delays in their partners’ moves.
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Supplementary Figure 18: Proportion of mutual cooperation in each game. Each data point is the average
of five-round increments. Error bands show the standard error on the mean. CFR/CFR and Human/CFR
pairings always had the same value (no mutual cooperation) in all rounds in each game, and hence are both
represented by the same line.

CFR, S++, or Humans were able to consistently cooperate with people, though S++ tended to cooperate
with people at least as much as people did. Human/S++ pairings were able to reach about 40% mutual
cooperation in the SGPD, but were not nearly as effective in the Block Game. Because of its internal
representation (which tends to lead to the computation of one-shot NE), CFR does not ever play the mutually
cooperative solution in these games, regardless of the behavior of its partner.

These trends are confirmed by a negative binomial regression in which the number of cooperative rounds
within each pair was the dependent variable, and in which Game, Pairing, and their interaction were pre-
dictors (because sample variance was largely greater than sample mean in most cells, a Poisson regression
was not appropriate; additionally, Human/CFR and CFR/CFR pairings were not included in the analysis
due to their constant non-cooperation). This analysis showed that S++/S++ pairings cooperated more than
either S++/Human pairings (¢ = —2.6, p = 0.01) or Human/Human pairings (¢ = -3.1, p = 0.002), but that
S++/Human pairings did not significantly differ from Human/Human pairings (z = —0.5, p = 0.61).

Supplementary Table [26] which shows the number of participants that achieved each outcome (by the
end of 50 rounds) when paired with each player type, provides further insight into the ability of the learning
algorithms to collaborate with people. In the SGPD, both S++ and Humans learned mutual cooperation
(Both B) with some participants (S++ cooperated with five, Humans with three). The rest of the participants
typically learned mutual defection (Both A) when paired with S++ and Humans, though S++ tended to con-
tinue to attempt to pass through Gate B every few rounds in hopes of achieving a more-profitable outcome.
In the Block Game, Humans and S++ rarely reached the most collaborative solutions.

Payoffs Received As in the other user studies, the correlation between payoffs receive(Er] and the propor-
tion of mutual cooperation achieved was quite high (r(238) = 0.695, p < 0.001). A visual comparison of
Supplementary Figures [I8|and [I9] the latter of which shows the average per-round payoffs obtained by the
algorithms in self play and when paired with humans, illustrates this correlation. As points of reference in

ITo allow for analysis across games, we used the standardized z-score in each game in this correlation test.
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(a) SGPD (no communication)

(b) Block Game (no communication)

Primary Outcome Primary Outcome
Player Both  Alt Both Player Alt Alt All Pure Pure
B AB A Dully Other O-A  red-blue diff red-blue - OUher
Humans 3 0.5 7.5 1 0 Humans 2 2 5 2 0 1
S++ 5 0 5 0 2 S++ 1.5 0.5 4.5 2 0 35
CFR 0 0 11 1 0 CFR 0 0 5 5 0 2

Supplementary Table 26: The number of subjects that reached each outcome by the end of 50 rounds when
paired with a human partner in (a) the SGPD and (b) the Block Game, respectively.
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Supplementary Figure 19: The average payoffs achieved by Humans, CFR, and S++ (a) in self play and
(b) when paired with humans, respectively. The data is plotted as the average over five-round increments.
Error bars show the standard error on the mean. Mutual cooperation in the Block Game yields an average
payoft of 25, while mutual cooperation in the SGPD yields an average payoff of 16. Thus, the algorithms’

failures to consistently cooperate with each other (with the exception of S++/S++ pairings) led to substan-
tially reduced payoffs.
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considering Supplementary Figure note that mutual cooperation in the Block Game yields an average
payoff of 25, while mutual cooperation in the SGPD yields an average payoff of 16.

S++’s ability to establish cooperative relationships in self play led to higher payoffs in both games. In
the SGPD, mutual cooperation typically emerged within the first ten rounds, which in turn led to higher
payoffs throughout the game. It took S++ longer to establish mutual cooperation in self play in the Block
Game, which in turn meant that it did not achieve higher payoffs until later rounds in this game. On the other
hand, because CFR is unable to model mutually cooperative solutions in either game, its payoffs remain low
in both games in self play. Likewise, people also received low payoffs in self play.

When paired with humans, none of the players consistently achieved high payoffs in either game, nor
was their a substantial difference in the payoffs achieved by the players.

Experimental Setup (Part 2)

In Part 2 of this study, we gave the players the opportunity to communicate with their partner using cheap
talk. That is, human pairs were allowed to talk freely to each other, face-to-face, throughout the duration of
the game. To give S++ the ability to generate cheap talk, we developed an early (incomplete) version of S#,
which we refer to as S#—. S#- is identical to S++, except that it simultaneously generates and voices (in this
case through a Nao robot) speech acts to its partner. However, unlike the full version of S# considered in the
next (third) user study, S#— does not take into consideration communication signals from its partner when
selecting experts.
We first describe the experimental setup for this study, and then present the results.

Procedure In Part 2 of this user study, participants were randomly assigned to one of three types of part-
ners (Humans or two different forms of S#-). Forty-eight participants (none of whom took part in Part 1)
participated in this part of the study. Half of the participants were assigned to the human-human condition,
and were thus paired with each other as shown in Supplementary Table 25h. The other 24 participants, who
completed the study in groups of two, were assigned to a human-machine condition. Twelve of the partic-
ipants were partnered with a version of S#— (in both games) that voiced only feedback/sentiments (i.e., no
plans — Supplementary Table [27h), while the other twelve subjects were partnered with a version of S#- that
voiced both feedback and proposed plans (i.e., plans — see Supplementary Table 27b).

Thus, viewing Parts 1 and 2 of the study together (and excluding subjects assigned to play against CFR in
Part 1), the participants in the study, who each played the SGPD game and the Block game, were randomly
assigned to one cell of a 2 x 3 between subject design: Communication (between-participants: Yes or No)
x Partner (between-participant: Human, or one of two versions of S#—, with or without the capacity to
talk about plans). Because the first level (human partner) meant that participants were paired with each
other, this level required twice as many human participants as the other levels, in order to comprise as many
pairs (hence, random, allocations took into account this need). Note also that practically speaking, the two
versions of S#- are undistinguishable in the absence of communication, which means that the protocol was
exactly the same in two cells of the design.

The procedure followed for each subject was the same in Part 2 as in Part 1 with two exceptions. First,
players were aware of who their partner was, as their partner was sitting right in front to them. Second, the
players were allowed to talk to each other freely, without restriction, throughout the game.

User Interface The GUI through which participants played the game was the same as the one used in Part
1 of this user study (Supplementary Figure 7). When participants were paired with S#-, speech acts were
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(a) Human-S#- (no plans) condition
Schedule for a Group of Two Subjects
Order | Game Pairing 1 Pairing 2
1 SPGD H1/S#- (no plans) | H2/S#- (no plans)
2 Block Game | S#- (no plans)/H1 | H2/S#- (no plans)

(b) Human-S#- (plans) condition

Schedule for a Group of Two Subjects
Order | Game Pairing 1 Pairing 2
1 SPGD H1/S#- (plans) | H2/S#- (plans)
2 Block Game | S#- (plans)/H1 | H2/S#- (plans)

Supplementary Table 27: In the human-machine condition of Part 2 of this second user study, subjects
(denoted H1 and H2) participated in the study in groups of two. In the Block Game, the player that selects
a block first in each round is the player listed first in the pairing.

delivered by a Nao robot, who was placed before the participants.

Communication Both the face-to-face talk used between human players and the speech acts voiced by
S#-are forms of cheap talk. Cheap talk refers to non-binding, unmediated, and costless communication
[89, 90]. Cheap talk has been cited as a means for equilibrium refinement [91], and has been shown to
improve collaborations among people in some scenarios [92].

In this user study, we consider whether a learning robot can employ cheap talk to help establish cooper-
ative relationships with people. We are unaware of past work interweaving cheap talk with online learning.
This is potentially due to the difficulty of knowing what to communicate, as most learning algorithms have
representations that are difficult to understand and articulate. However, we note parallels to the work of
Thomaz and Breazeal [93]], in which a simulated robot (tasked to learn to solve an environment that can
be modeled as a Markov decision process) signaled uncertainty to a human teacher by pausing in stages
in which multiple actions had similar Q-values. This helped the human to understand what the robot still
needed to learn. However, in multi-stage RSGs in which their is conflicting interest between players, dis-
cussions about local Q-estimates are likely to be at too low of a level to fully resonate with human partners.
Additionally, we anticipate that the competitive natures of these games will make such low-level communi-
cations insufficient.

We consider two kinds of cheap talk to encode in S#—: feedback cheap talk and planning cheap talk.
We refer to cheap talk that addresses assessments of past events as feedback cheap talk. As an example, a
person or robot might comment on their satisfaction with past events, or comment on how past events made
them feel. Additionally, feedback cheap talk includes assessing the past behaviors of one’s partner, perhaps
expressing how the other player’s actions make them feel, or expressing what they wished the other player
had done instead. We anticipate that feedback cheap talk could potentially be produced from most learning
algorithms with careful thought.

Planning cheap talk is forward looking. It involves suggesting future behavior to one’s partner and/or
revealing one’s current or future strategy. Of course, such cheap talk is non-binding — neither of the players
must actually do what is spoken. Regardless, we anticipate that most learning algorithms have representa-
tions that are too cryptic to easily be made to produce effective planning cheap talk for arbitrary scenarios,
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as humans typically communicate plans at higher levels than typical machine-learning algorithms reason.

Algorithms In the first user study and in Part 1 of the second user study, S++ demonstrated some ability to
establish cooperative relationships. In both repeated normal-form and multi-stage RSGs, S++/S++ pairings
typically converge to mutual cooperation. On the other hand, CFR does not compute mutually cooperative
solutions in many games — its representation does not allow it to effectively model such solutions. Thus,
in Part 2 of this study, we focus exclusively on S++ in hopes of finding an algorithm that can consistently
cooperate with people (and, in so doing, achieve higher payoffs).

Unlike many learning algorithms, S++ is structured so that its high-level strategies are understandable
(and expressible) to people. Thus, it can be used to generate both feedback and planning cheap talk that is
game-generic, such that the same cheap talk can be used in many different RSGs.

S++ generates speech acts (i.e., cheap talk) for multi-stage RSGs in essentially the same way as in
normal-form games (see Supplementary Note [). For completeness, we describe the exact speech system
used in the versions of S#— used in this study. This speech-generation system has three components: (1) a
set of speech acts, (2) the set of events used by S++ to establish its state, and (3) the finite state machines
(FSMs) with output that are used to generate speech acts given the algorithm’s state and the events that
occur.

Set of speech acts. The set of speech acts used by S#— in this second user study are given in Supplemen-
tary Table By and large, this set of speech acts allows S#- to express similar ideas as the smaller set of
speech acts used in the third user study (Supplementary Table [21)). The set of speech acts used in this user
study (Supplementary Table is larger, but many of the phrases have similar meanings.

Despite the similarities between this set of speech acts and those used in the third user study, there is a
substantial difference between these two sets. While solutions can be referred to by joint actions in normal-
form games, the same is not realistic in multi-stage RSGs. Instead, solutions are specified indirectly through
words such as cooperation (e.g., speech ID 2) and statements that compare and contrast payoffs (e.g., speech
IDs 3, 4, 9-12). The exact meaning is left to the other player to interpret. In this way, the speech system
used by S#- remains game-generic.

The speech acts given in Supplementary Table [28] contain statements that allow S#- to both provide
feedback and propose plans. Speech acts that we considered to be part of plan-making are marked by bold
type in the table. In the no-plans version of S#— used in this study, these plan-related (bold) phrases are not
spoken.

Events. The set of events used by S#- in multi-stage RSGs (Supplementary Table is very similar to
those used in normal-form games (Supplementary Table 22} third user study), except that we do not need
events related to reactions to the other player’s signals (events x, y, and z). This is because S#—, unlike S#,
does not respond to its partner’s signals.

Finite state machines with output. The FSMs with output used by S#- in this user study are given
in Supplementary Table The FSMs have similar structure as those used in user study 3 (described in
Supplementary Note [)), with some stylistic variations.

Like S#, S#- (plans) voices planning cheap talk for two different kinds of events. First, because each
expert encodes a (perhaps radically) different high-level strategy, the random selection of experts (i.e., ex-
ploration) can appear (to a human partner) to be disjoint, irrational reasoning. Thus, when S#- changes
which expert it follows, it produces a speech act that notifies the human partner of this change. Example
speech acts include “I’ve changed my mind,” and “I’ve had a change of heart.” Additionally, when this
switch in strategies leaves some promised act undone (such as a promised punishment), the robot tries to
soften the discontinuity by saying “I’ll let you off this time.”
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ID | Text ID | Text
1 Here’s the deal: 28 | We can both do better than this.
2 Let’s cooperate with each other. 29 | T've changed my mind.
3 We can do this by taking turns receiving the 30 | I've had a change of heart.
higher payoff. 31 | That round’s result was not good enough for me.
4 I deserve a higher payoff. 32 | You are an idiot!
5 If you do not cooperate, I’ll punish you thereafter. 33 | This is not good for our relationship
6 If you do not comply, I’ll punish you. 34 | For the sake of our relationship, cease this untoward behavior.
7 I forgive you. 35 | Friends do not do that to each other.
8 Cooperation will bring us both a higher payoff. 36 | I’m going to teach you a lesson you will not forget.
9 It’s my turn to get the higher payoff. You’ll get 37 | You will pay for this!
the higher payoff next time. 38 | I’m going to make sure you do not profit from
10 | It’s your turn to get the higher payoff. this malicious act.
11 | My turn. 39 | Good for me.
12 | Your turn. 40 | That’s what I wanted.
13 | Sweet. We are getting rich. Let’s continue this. 41 | That’s what I'm talking about.
14 | Itrusted you to <game-specific action 42 | Excellent!
label> 43 | Great!
15 | Ithought you should <game-specific 44 | Satisfactory.
action label> 45 | Good.
16 | I will let you off this time. 46 | Ilike this.
17 | You jerk! 47 | Nice!
18 | You buffoon! 48 | That was fair.
19 | You fool! 49 | Serves you right, jerk.
20 | Curse you! 50 | Inyour face!
21 | You betrayed me! 51 | Take that!
22 | That was selfish of you 52 | I’ll play fair if you’ll play fair.
23 | That was not fair! 53 | Iinsist on equal payoffs.
24 | Are you only thinking of yourself. 54 | That’s what you get.
25 | I will not let you cheat me. 55 | You forced my hand.
26 | The amount of points we get is up to you. 56 | Imustbe cursed.
27 | Do not threaten me. 57 | Darn.

Supplementary Table 28: Speech acts used by S#- in the second user study. Planning speech acts are given
in bold, feedback speech acts are in plain text. Thus, both plain text and bold speech acts were voiced by

S#-— (plans), while S#— (no plans) only voiced the speech acts given in plain text.

Symbol Event descriptions

n S#- selected a new (distinct from the previous cycle) expert to follow.

The partner currently has no guilt

ng S#- selected a new (distinct from the previous cycle) expert to follow.

The partner is currently guilty

c An expert has been executed for a complete cycle.

o

S#- believes the players can both receive higher payoffs than what they received in the previous
cycle. This event is not generated if the new expert is MBRL.

The current expert is satisfied with last round’s payoft.

The current expert forgives the other player.

The other player defected against S#—.

The other player profited from its defection (and is guilty).

The expert has punished its guilty partner.

S#- did not succeed in punishing its guilty partner.

=T 0. o -h»

Supplementary Table 29: A list of event symbols and event descriptions. The first six events correspond to
master-level (i.e., expert selection) events of S++, while the last six events impact individual experts.
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(a) Master-level FSM, executed after each visit to a state in an expert-level FSMs.

State Transitions Speech Acts (Output)
State Events Events
—(n or ng) n ng n, b ng, b —(n or ng) n ng n, b ng, b
S0 so S1 s1 s1 s1 £ r({29,30}) 16+r({29,30}) 28+r({29,30}) 28+16+r({29,30})
s Go to state s of the FSM corresponding . - - - -
1 to the newly selected expert.
So Return to the current state of the current expert. e € e e e
(b) FSM for the MBRL expert. (c) FSM for the maxmin expert.
State Transitions Speech Acts (Output) State Transitions Speech Acts (Output)
State Events Events State Events Events
NUL —s S NUL —s s NUL —s S NUL —s S
s0 S0 S0 S0 - r({31,56,57}) r({39,44,47}) N N S0 S0 - - —

(d) FSM for the preventative strategy Bouncer. Speech acts generated from state s; are only generated with probability given by

1050 Ml Ji50° where « is the number of times the event —s and s have occurred, respectively, when Bouncer is active.

State Transitions Speech Acts (Output)
State Events Events
NUL - NUL —s s
S0 s1 - - 25453452 - -
S1 — S1 s1 - r({26,27,54,55})+1({25,53,52}) 1({41,45,46,48})

(e) FSM for leader experts. For “fair” leader experts, <Intro> = 1+2+*3*+5. For “bully” leader experts, <Intro> = 4+6.

State Transitions Speech Acts (Output)
State Events Events
NUL g f s d p NUL g f s d p
sO sl sO sO sO sO sO <Intro> - - - - -
sl - 9 slos2 82 sl - r({17-20,32})+14+r({36-38}) - r({40-43})+%9,10% - -
2 . S0 s2 s3 s3 ) - r({17-20,32})+14+r({36-38}) - r({40-43})+%9,10% - -
s3 - sll 3 s4 s4 s3 - r({17-20,32})+14+r({36-38}) . r({40-43})+%9,10% - -
s4 - sll s4  s5 5 s4 - r({17-20.32})+14+({36-38}) - r({40-43})+¥11,12% - -
s5 - sl s5  s6 6 s5 - r({17-20.32})+14+({36-38}) - r({40-43})+¥11,12% - -
s6 - sl s6 s7 s7 s6 - r({17-20,32})+14+1({36-38}) - *11,12% - -
s7 . sl s7 s 8 s7 . r({17-20.32})+14+r({36-38}) . 13 - .
58 - sl s8  s8 8 s8 - r({17-20.32})+14+r({36-38}) - - - -
s9 - s9 s3 s10 s10 9 - - 7+8+<Intro> - - r({49-51})
s10 - s10 s4 sll s1l s10 - - 7+8+<Intro> - - r({49-51})
sl - sl s5 sl1 sll sll - - 7+8+<Intro> - - r({49-51})

(f) FSM for follower experts. For “fair” follower experts, <Intro> = 2+*3*. For “bully” follower experts, <Intro> = 4.

State Tr Speech Acts (Output)
State Events Events

NUL g f s d p NUL g f s d p
sO sl sO s0 s0 sO sO <Intro> - - - - -
sl - s2 s2 s2 s2 s2 - r({21-24})+15 - r({40-43}) - -
s2 - s3 s3 s3 s3 s3 - r({21-24})+15 - r({40-43}) - -
s3 - s4 s4 s4 s4 s4 - r({21-24})+15 - r({40-43}) - -
s4 - s4 s4 s5 s5 s4 - r({21-24})+15 - r({40-43}) - -
s5 - s4 s5 s6 s6 s5 - r({21-24})+15 - r({40-43}) - -
s6 - s4 s6 s7 s7 s6 - r({21-24})+15 - - - -
s7 - s4 s7 s8 s8 s7 - r({21-24})+15 - 13 - -
s8 - s4 s8 s8 s8 s8 - r({21-24})+15 - - - -

Supplementary Table 30: Feedback and planning cheap talk is generated by a set of finite state machines
(FSMs) with output. r(X) denotes a randomly selected speech act from the set X of speech acts. ‘+
indicates concatenated strings. <Intro> specifies a sequence of speech phrases determined by the target
solution advocated by the expert strategy. “Fair” strategies correspond to target solutions in which the
partner receives a similar or higher payoff as the algorithm; “bully” strategies target solutions that give the
algorithm a higher payoff than its partner. *n* indicates that speech act n is spoken only if the target solution
of the strategy is an alternating target solution; *x,y* is the appropriate selection between speech acts x and
y given the current step in the target solution.

’
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Supplementary Figure 20: Proportion of mutual cooperation achieved in the second user study for Hu-
man/Human and Human/S#- pairings. Note that when communication is not possible, S#— is equivalent to
S++. Participants in Human/Human pairings were allowed to talk freely to each other face-to-face, while
communication between people with S#— was limited to one-way communication spoken by S#-, since
S#- does not internalize communication signals from its partner.

As in normal-form games, each expert can also produce planning cheap talk. These plans can be com-
municated at a high level, as most experts used by S++ encode a high-level strategic ideal that is easily
understood by people. For example, one of S++’s experts (called Bouncer) seeks to minimize the difference
between the robot’s and the human’s payoffs. When Bouncer is selected, S#— announces “I will play fair
if you will play fair,” and that it insists on equal payoffs and will not be cheated. Others of S++’s experts
encode trigger strategies, which carry out epochs of cooperation and punishment depending on the behavior
of the associate. These trigger strategies can easily be articulated when they are selected. Furthermore, these
trigger strategies can be modeled with simple FSMs, which S#- uses to produce speech acts that inform its
partner about switches between stages of cooperation and punishment.

Outcomes (Part 2)

Recall that our goal is to produce a learning algorithm that establishes cooperative relationships with people
as well as people do. Thus, we compare the performance of S#- to that of people (when partnered with
people) with respect to the proportion of mutual cooperation achieved as well as payoffs received when
associating with people.

Mutual Cooperation The average proportion of mutual cooperation achieved by each pairing (under both
communication conditions) in each game is shown in Supplementary Figure The figure shows two im-
portant results. First, consistent with previous work [4} 5], Human/Human pairings benefitted substantially
from the ability to engage in cheap talk. Whereas mutual cooperation was nearly non-existent between
people when they could not talk to each other, mutual cooperation typically emerged between people in the
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(a) SGPD (b) The Block Game

Primary Outcome Primary Outcome

Player Both  Alt Both Bully  Other Player Alt Alt A.ll Pure Pure Oth-

B A-B A 0-A  red-blue  diff red-blue 0O-A er
Humans 3 0.5 7.5 1 0 Humans 2 2 5 2 0 1
Humans (2f) 12 0 0 0 Humans (f2f) 7 2 1 0 2 0
S++ 5 0 5 0 2 S++ 1.5 0.5 4.5 2 0 3.5
S#- (no plans) 5.5 0 5.5 1.0 0 S#- (no plans) 3.5 0 3 2 1.5 2
S#- (plans) 9.5 0 2 0.5 0 S#— (plans) 9 0 1 2 0

Supplementary Table 31: The number of subjects that reached each outcome by 50 rounds when paired with
a human partner. Note that the data for Humans and S++ was obtained from Part 1 of the study. S++ is
equivalent to S#— when communication is not possible.

communication condition.

Second, communication did not produce more substantial levels of mutual cooperation between Humans
and S#- when signals expressed by S#- did not include plan proposals. However, when S#- did propose
plans, higher levels of cooperation began to emerge at the end of the first game (the SGPD), and then become
substantial in the Block Game (the second game played). This result suggests that, if S++ is combined with
the ability to propose (through speech acts) the joint plans it intends to carry out, it can establish much more
cooperative relationships. However, these cooperative relationships between people and machines appear to
emerge much slower than in Human/Human pairings (when communication is possible), an issue we seek
to address in the third (and final) user study presented in this paper.

Statistical analyses confirm these trends. For Human/Human pairing, the negative binomial regression
(number of mutually cooperative rounds as the dependent variable; Communication yes/no, Game, and
their interaction as predictors; Poisson regression was inappropriate due to over-dispersion) showed a strong
positive effect of Communication (¢ = 3.1, p = 0.002). For S++/Human pairings, the analysis showed a
marginal positive effect of Communication (z = 1.8, p = 0.07). This marginal effect is better understood by
refining the Communication variable into no communication, communication without plans, and commu-
nication with plans. This additional analysis showed that communication with plans improved cooperation
in S++/Human pairings (z = —-2.1, p = 0.04), but that communication without plans had no significant
effect (z = 0.8, p = 0.44).

Convergence characteristics provide further insight into how cheap talk impacted S#-—’s ability to es-
tablish cooperative relationships with people. While feedback cheap talk alone produced little increase in
the number of highly collaborative outcomes, feedback and planning cheap talk together led to substantial
increases in highly cooperative outcomes by the end of 50 rounds (Supplementary Table [31J).

In summary, allowing for communication greatly improved cooperation. The version of S#- that could
not communicate about plans failed to take full advantage of communication, though, as its level of mutual
cooperation with humans remained lower than human-human levels of cooperation. The version of S#- that
could communicate about plans fared better. At least in the Block Game, it achieved the same level of mutual
cooperation as seen in pairings of humans enjoying full communication. Even this version of S#— was
limited, though, by its inability to process the messages sent by its human partners. The third and final user
study investigated the levels of mutual cooperation achieved by S#, the version of S++ endowed with the
ability to process as well as send messages to its partner.

Recall that, in this user study, the ability to communicate also coincided with knowledge of the identify
of one’s partner. While this could (and likely does) have a substantial impact on the behavior of people, the
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Supplementary Figure 21: The average payoffs achieved by the players in both Human/Human and Hu-
man/S#- pairings.

increase in cooperative behavior cannot be attributed solely to this knowledge, given that S#— (no plans) did
not increase cooperation substantially, but S#— (plans) did. In the subsequent user study, we isolate these two
factors to better understand the impact of communication on cooperation in human-machine relationships.

Payoffs Received Supplementary Figure [21]illustrates that, as in other user studies, payoffs received tend
to correlate highly with the proportion of mutual cooperation achieved by these players.

Reflections

The results of Part 1 of this second user study essentially mirrored the results of the first user study. S++ is
able to establish cooperative relationships with other players that employ S++, but it is unable to consistently
establish cooperative relationships with people. People also failed to consistently establish cooperative
relationships with people in these games.

Thus, in Part 2 of the user study, we investigated whether communication could increase cooperation
between humans and between S++ and humans. To do this, we created S#—, an early version of S# that
combines S++ with the ability to generate and voice cheap talk. The results of this user study are summarized
as follows:

1. As in previous work [4, 5], people benefitted substantially from the ability to communicate via cheap
talk. The ability to communicate allowed people to establish cooperative relationships in most inter-
actions.

2. When S#- generated speech acts that articulated plans, it was able to establish cooperative relation-
ships with people more frequently than did S++ (at least in the Block Game). However, S#- did
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not elicit higher levels of cooperation from people when it only produced speech acts that provided
feedback to its human partner.

3. While S#- did eventually establish cooperative relationships with people, it took much longer for
cooperation to emerge than in Human/Human pairings.

In hopes of increasing the rate at which cooperation emerges in Human/S#- relationships, we conducted
a third (and final) user study. For this study, we further developed our algorithm for playing repeated games
so that it utilizes speech signals communicated by its partner to improve which experts it selects. This study
is described in the next Supplementary Note.
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Post-Experiment Survey
Answer the following questions related to the game you just played.

1. Indicate your best guess: Your associate (the other player in the game) was a

a. person
b. computer or robot

2. How confident are you in your answer to question #1?

1 2 3 4 5
You just guessed You aren’t very mode_rately You are pretty sure You are sure of my
sure confident answer
3. What are some of the reasons you answered question #1 as you did?
4. On the scale 1 to 5, how likable was your associate?
1 2 3 4 5
very moderately Neither likable or moderately very
unlikable unlikable unlikable likable likable

5. Assume your associate was another person (regardless of how you answered question 1). On the scale
1-5, how intelligent did your associate act?

1 2 3 4 5

01-20 percentile 21-40 percentile 41-60 percentile 61-80 percentile 81-99 percentile
dumb human below average average human above average very smart human

6. On the scale 1-5, to what extent do the follow terms describe your associate’s behavior in the game?

Low Medium High

cooperative 1 2 3 4 5
devious 1 2 3 4 5
trustworthy 1 2 3 4 5
vengeful 1 2 3 4 5
selfish 1 2 3 4 5
forgiving 1 2 3 4 5
predictable 1 2 3 4 5

7. On the scale 1-5, to what extent do the follow terms describe your behavior in the game?

Low Medium High

cooperative 1 2 3 4 5
devious 1 2 3 4 5
trustworthy 1 2 3 4 5
vengeful 1 2 3 4 5
selfish 1 2 3 4 5
forgiving 1 2 3 4 5
predictable 1 2 3 4 5

Supplementary Figure 22: Post-game survey (reformatted) that each participant completed after each game
played in the no-communication condition (Part 1).
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Post-Experiment Survey
Answer the following questions related to the game you just played.

1. On the scale 1 to 5, how likable was your associate?

1 2 3 4 5
very moderately Neither likable or moderately very
unlikable unlikable unlikable likable likable

2. On the scale 1-5, how intelligent did your associate act (if your associate was a robot, compare with
human behavior)?

1 2 3 4 5

01-20 percentile 21-40 percentile 41-60 percentile 61-80 percentile 81-99 percentile
dumb human below average average human above average very smart human

3. What are reasons for your answer to question #2?
4. How much communication did you and your associate engage in during this session?
1 2 3 4 5

None Occasionally Some rounds Most rounds Every round

5. Do you think that communicating with your associate helped you to earn more money/get a higher
score?

1 2 3 4 5
No, it made me It didn’t change Maybe a little Yes, quite a bit Yes, a lot
earn less money anything

6. Your associate verbally communicated his/her/its feelings to you?
1 2 3 4 5

Not at all A little Some Yes, quite a bit Yes, a lot
7. Your associate verbally communicated his/her/its future plans to you?
1 2 3 4 5
Not at all A little Some Yes, quite a bit Yes, a lot
8. Your associate verbally threatened you?
1 2 3 4 5

Not at all A little Some Yes, quite a bit Yes, a lot
9. On the scale 1-5, to what extent do the follow terms describe your associate’s behavior in the game?

Low Medium High

cooperative 1 2 3 4 5
devious 1 2 3 4 5
trustworthy 1 2 3 4 5
vengeful 1 2 3 4 5
selfish 1 2 3 4 5
forgiving 1 2 3 4 5
predictable 1 2 3 4 5

10. On the scale 1-5, to what extent do the follow terms describe your behavior in the game?

Low Medium High

cooperative 1 2 3 4 5
devious 1 2 3 4 5
trustworthy 1 2 3 4 5
vengeful 1 2 3 4 5
selfish 1 2 3 4 5
forgiving 1 2 3 4 5
predictable 1 2 3 4 5

Supplementary Figure 23: Post-game survey (reformatted) that each participant completed after each game
played in the communication condition (Part 2).
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Supplementary Note 7

User Study — Human vs. Machine 3

In the second user study, we evaluated the ability of an early version of S# (which generated speech acts,
but did not respond to the speech acts of others) to cooperate with people. We observed that the act of just
generating and voicing speech acts tended to elicit higher levels of cooperation from people (at least in one
game), provided that the signals included proposed plans and not just expressions of sentiments. However,
this higher level of cooperation emerged rather slowly, much more so than in human-human interactions.
In this section, we discuss a third, 66-participant, user study in which we evaluated the ability of the
fully developed version of S# (see Supplementary Note ) to cooperate with people. This version of S# both
generates speech acts and responds to speech acts from others. We first describe the experimental setup,
after which we present and discuss the main results in more detail than was possible in the main paper.

Experimental Setup

We discuss, in turn, the protocol followed in the user study, the communication system available to the
players, the games used in the study, and the user interface through which participants played the games.

Protocol A total of 66 participants were recruited from the Masdar Institute community (postdocs, research
engineers, and graduate students). The study followed a 2 (Communication: Yes or No — a between-group
variable in which 36 subjects were assigned to the Yes condition and 30 subjects were assigned to the
No condition) by 3 (Game, a within-group variable) by 3 (Pairing, a within-group variable) mixed design.
Participants were assigned to the cheap talk or no cheap talk condition in groups, depending on the order in
which they participated in the study. Each participant played three games, always against a different partner
(one game against a computer using S#, two games against other human participants). The study, which
was conducted at Masdar Institute, was approved by Masdar Institute’s Human Subjects’ Research Ethics
Committee (HSREC #2015-05). Informed consent was obtained from each participant.

Subjects participated in the study in groups of three, and were assigned to games and partners according
to the schedule shown in Supplementary Table[32] The following describes the protocol carried out for each

group:

1. Prior to playing the games, a tutorial consisting of slides and a video demo was presented to the three
participants. Participants were allowed to ask as many questions as necessary.

2. Each participant was randomly assigned an ID (H1, H2, or H3), which designated who they were
paired with in each game (Supplementary Table [32). The pairings and logistics were executed by the
software system. Participants were not told who their partner was.

3. The participants played the three games in sequence. To try to reduce end-game effects, participants
were not told the number of rounds in the games. Furthermore, the duration of each game was dif-
ferent. Chicken was played for 54 rounds, the Alternator Game for 47 rounds, and the Prisoner’s
Dilemma lasted 51 rounds.

4. Other than the sending of chat messages when cheap talk was allowed, no communication between
participants was permitted. Computers on which the players played the games were placed so that
participants could not see each other or otherwise communicate with each other.
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Schedule for a Group of Three Subjects

Order | Game Pairing 1 | Pairing 2 | Pairing 3
1 Chicken H1-H2 H3-S# S#-S#
2 Alternator Game HI1-H3 H2-S# S#-S#
3 Prisoner’s Dilemma | H2-H3 HI1-S# S#-S#

Supplementary Table 32: Subjects (denoted H1, H2, and H3, respectively) participated in the study in groups
of three. Each subject played three games in the following order: Chicken, Alternator Game, and Prisoner’s
Dilemma. Each subject was paired with a different partner in each game: either S# or one of the other two
human participants.

(a) Chicken (b) Alternator Game (c) Prisoner’s Dilemma
C D D E F C D
Al 0, 0]100,33 A| 0, 03570 100,40 A| 60,60 | 0,100
B | 33,100 | 84,84 B |70, 35| 10,10 | 45,30 B | 100, 0 | 20, 20
C | 40,100 | 30,45 | 40,40

Supplementary Table 33: Payoff matrices of the three games used in this user study.

5. Atthe end of each game (and before starting the next game), the participants were asked to complete a
post-experiment survey about their experience playing the game. In particular, the survey asked ques-
tions related to how the participant viewed their partner. The full survey is shown in Supplementary
Figure 33]at the end of this Supplementary Note.

6. On average, it took participants approximately 50 minutes to complete the study.

This experimental design permitted us to obtain 36 samples of Human-Human and Human-S# pairings
for the Yes conditio and 30 samples of Human-Human and Human-S# pairings for the No condition.
These samples were evenly distributed across the three games. This sample size was chosen in line with
our previous user studies, in which we observed that such numbers are sufficient to determine substantial
differences between groups. Because S#-S# pairings are independent (a new version of S# was initiated
for each interaction), we could justifiably collect more of these samples at essentially no cost. Thus, we
conducted a total of 50 S#-S# simulations for each game.

Participants were paid for volunteering to participate in the study. To incentivize participants to try to
maximize their own payoffs in the games, a portion of the payment was performance-based. Participants
were paid approximately $4 (USD) for participating in the study. They could also earn up to an additional
$9.50 (USD) for their performance in the three games. The performance-based payment was directly pro-
portional to the payoffs received in the games. The graphical user interface used in the study prominently
displayed the subject’s earnings in the local currency.

Games The payoff matrices of the three normal-form games used in the study are given in Supplementary
Table[33] Recall that in the Prisoner’s Dilemma, mutual cooperation occurs when the players play the joint

22 A single data point for the Human-Human and Human-S# pairings was excluded due to system crashes for one of the groups.
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Speech ID | Text Category
0 Do as I say, or I will punish you. Threat
1 I accept your last proposal. Planning
2 I don’t accept your proposal. Planning
3 That’s not fair. Relationship Management
4 I don’t trust you. Relationship Management
5 Excellent. Praise
6 Sweet. We are getting rich. Praise
7 Give me another chance. Relationship Management
8 I forgive you. Relationship Management
9 I’m changing my strategy. Relationship Management
10 We can both do better than this. Relationship Management
11 Curse you. Hate
12 You betrayed me. Relationship Management
13 You will pay for this. Threat
14 In your face! Hate
15 Let’s always play <action pair>. Planning
16 This round, let’s play <action pair>. | Planning
17 Don’t play <action>. Planning
18 Let’s alternate between <action pair> | Planning

and <action pair>.

Supplementary Table 34: Speech acts available to people and S# in the user study. Categories are used later
to simplify the analysis of speech usage. Messages 15 and 18 are classified as fair, generous, or bully plans
based on the proposed joint actions. Joint actions that give both players the same payoff are fair plans, and
generous and bully plans give the offerer a lower and higher payoff, respectively, than his/her/its partner.

action AC. In Chicken, the mutually cooperative solution is BD, and in the Alternator Game, the mutually
cooperative solution is for the players to alternate between the solutions CD and AF.

Cheap Talk When cheap talk between players was permitted, communication signals were limited to a
fixed set of phrases, which the players could combine and order as they desired. This set of phrases (i.e.,
speech acts) is given in Supplementary Table [34] At the beginning of each round, players independently
selected an ordered set of speech acts from the prescribed list that they wished to communicate to their
partner. Once both players selected and submitted their speech acts (and not before), the speech acts were
communicated to the other player both visually (on the graphical user interface) and aurally (through a
computer voice; participants were given headsets). Both players then simultaneously selected an action
as in the condition without cheap talk. Once both players selected their actions, the joint outcome was
displayed to the players, and a new round began. Thus, users were only permitted to send a single set of
speech acts per round. This was done for the sake of simplicity and ease of analysis.

With the exception of the action labels required to specify joint actions, the speech acts in Supplementary
Table [34] are game-generic. Independent of the game scenario, they can be used to express a fair amount
of ideas. Though small, the set of speech acts shown in Supplementary Table 34| cover a range of different
ideas a player may want to convey to its partner. For example, speech acts 15-18 provide means to propose
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desired solutions to an associate. Other speech acts allow the players to voice threats (speech acts 1 and
13), accept or reject proposals (1 and 2), explain decisions to reject proposals (3-4), manage the relationship
(7-10), express pleasure (5-6), express displeasure (11-12), and even gloat (14). Combined together, these
speech acts provide players with a surprisingly rich communication base.

The number of available speech acts was kept small for two reasons. First, a smaller set allows us to
more easily analyze how players use speech acts. The set is simple enough that we can more easily analyze
which types of speech signals tend to lead to cooperative relationships, unequal relationships, dysfunctional
relationships, etc. Second, a small set of speech acts was chosen so as to not overwhelm participants. We
noted as we began to test the system that more speech options made it difficult for people to identify the
kinds of speech acts that were available. Thus, while seeking to keep the set small, we still tried to keep the
set of phrases sufficiently rich that players could communicate effectively.

The Graphical User Interface Participants played the games on a computer using the graphical user inter-
face (GUI) shown in Supplementary Figure [24] The GUI consists of four components. The top-left portion
of the GUI displays the payoff matrix. Second, below the payoff matrix, the speech acts available to the user
are displayed. In the top-right is the logging window, which shows the history of the game including the ac-
tions taken by the players in each round, the payoffs the players received, and the messages that the players
sent to each other. The game status and current round number are also shown. Finally, in the bottom-right is
the message box, wherein users order and delete selected speech acts before sending them to their partner.

Supplementary Figure 24| depicts the user interface for a column player (whose action set is {C, D})
playing Chicken. At the time of the screen shot, the player must select what to say to its partner to begin the
third round of the game. The user will proceed as follows:

1. The user selects his/her desired speech acts (annotation 1). The speech acts can be reordered by
dragging with the mouse or deleted using the keyboard (annotation 2). Selected speech acts can also
be deleted by unchecking the check-box next to the message. If the user desires to not send any
message, (s)he simply does not select any speech act before pressing the button labeled “Send no
message.” Once a speech act is selected, the label of this button changes to “Send message,” which is
clicked when the user finishes creating his/her message.

2. When the sender commits his/her chat messages by clicking the button, the chat message is displayed
in the sender’s logging window (annotation 3). The user then waits until his/her partner has sent their
message (which cannot be viewed prior to sending one’s own message). Once both players have sent
their message, the partner’s message is displayed in the game log window and also verbalized by
a computerized voice via headphones. If the message is longer than five phrases, the speech is not
vocalized, but rather is replaced by the spoken text “Blah blah blah.” This was done so that players
could not punish their partner by making them listen to all of the speech acts.

3. Once both players have heard the other’s messages, the player selects an action (annotation 4). Once
both players have chosen their action, the result is highlighted in the payoff matrix, and the third round
is completed.

In the condition in which cheap talk was not used, the bottom half of the GUI was removed, along with
the first two steps of the above sequence.

No time limits were given to participants to select actions or speech messages. The players could proceed
as fast or as slow as they desired, subject, of course, to their partner also taking actions. Because S# can
make decisions almost instantaneously, we added delays so that users could not easily determine they were
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Current Round: 1

Your avg payout: 42,00

Your earnings: 117 (AED) <No message sents
Your partner chose: A You chose: C
Your partner's payout: @ Your payout: @

alw A
say 11 ¥
Your partner chose: B You chose: D
Your partner's payout: 84 Your payout: &4

Send chat ..

Selected Message
Let's always play | ... -] Excellent! Drag to change the order
Let's alternate between | “ and . “ Sweet. We are getting rich.
This round, let's play |, - Give me another chance.
Deon't play = ... [~ | forgive you.
Do as | say, or I'll punish you. I'm changing my strategy.
! | accept your last proposal. ‘We can both do better than this. 1 2
| | don't accept your proposal. Curse you. >
That's not fair. You betrayed me. \/
| | don't trust you. You will pay for this!
In your face!
3
Send no message ——————p

Supplementary Figure 24: An annotated screen-shot of the graphical user interface used by participants to
play games in the condition in which cheap talk, via this message interface, was permitted. The bottom-left
portion of the screen shows the speech acts, which the user can select by checking the corresponding boxes.
Once the user is satisfied with the message (s)he wants, (s)he clicks a button to send the message to the other
player. Once both players have sent their messages, the messages are displayed in the game log (top-right).
The player then selects an action (top-left).

paired with a computer due to time delays. In user study 2, we had attempted to mimic delays made by a
human via a machine-learning algorithm. However, we observed that delays formed in this manner were
not natural enough. Thus, in this study, we tried an alternative approach in which S# paused for the amount
of time that it took the partner to act in the previous round (i.e., tit-for-tat delays). However, the delay for
sending a message was constrained to be no less than 2 seconds multiplied by the number of phrases that S#
was sending, but no more than 20 seconds.

Example Interactions

Before discussing the results of the user study, we illustrate the user study with two example interactions.
The full transcript of all games played (when cheap talk was allowed) is also provided as Supplementary
Data. First, we present an interaction between two human participants (which we label as HUM-X and HUM-
Y, respectively) playing the Alternator Game (Supplementary Table[33). In the first round, HUM-Y proposed
the mutually cooperative solution, which is to alternate between the solutions CD and AF, and proposed that
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Rnd | Player | Messages Action | Payoff

| HUM-X | Let’s always play BD. A 0

HUM-Y | Let’s alternate between CD and AF. This round, let’s play AF. D 0
’ HUM-X | You betrayed me. A 100
HUM-Y | Curse you. You betrayed me. Let’s alternate between CD and AF. F 40

3 HUM-X | Excellent. B 70
HUM-Y | Let’s alternate between CD and AF. This round, let’s play CD D 35

4 HUM-X | Let’s always play AF. A 35
HUM-Y | Curse you. You betrayed me. E 70

5 HUM-X | Let’s always play AF. A 35
HUM-Y | Let’s alternate between CD and AF. This round, let’s play CD. E 70

6 | HUM-X <NO MESSAGE SENT> A 35
HUM-Y | Let’s alternate between AF and CD. This round, let’s play CD E 70

7 HUM-X | You betrayed me. C 30
HUM-Y | Let’s alternate between AF and CD. This round, let’s play AF. E 45

2 HUM-X | You betrayed me. C 70
HUM-Y | Let’s alternate between AF and CD. This round, let’s play CD. E 35

Do what I say, or I will punish you.

9 HUM-X | Let’s alternate between AF and CD. B 70

HUM-Y | Curse you. Let’s alternate between AF and CD. D 35
This round, let’s play CD.
10+ | Both players eventually stop talking and continue to play non-cooperatively.

Average Per-Round Payoffs HUM-X  36.1

HUM-Y 40.3

Supplementary Table 35: Interaction between the subjects labeled HUM-X and HUM-Y in the Alternator
Game.

they begin with solution AF. This is a rather accommodating offer, as it offers the fair solution while giving
the other player (HUM-X), the higher payoff first. HUM-X appears to accept the offer as (s)he plays action
A in the next two rounds (HUM-Y appears to have been confused by HUM-X’s offer in round 1). Once
the players begin to comply with the plan in Round 2, HUM-X says “Excellent,” while HUM-Y reminds
HUM-X that the next solution in the sequence is to play CD. However, HUM-X greedily plays action B in
Round 3, and then proposes that the players just always play AF. This sequence appears to have completely
eliminated trust between the players, which was never rebuilt. In subsequent rounds, the players complained
to each other while trying to negotiate plans, but they never could establish mutually cooperative behavior.
Eventually, they stopped talking to each other, as speech signals appeared to have little meaning. In the end,
they received average payoffs of just 36 and 40 respectively, average payoffs that were among the lowest in
this game throughout this user study.

The second example illustrates the building of a successful relationship between a human player (de-
noted HUM-Z) and S# in the Prisoner’s Dilemma (Supplementary Table [36)). In the Prisoner’s Dilemma, S#
begins the game by following MBRL due to its best-response override [[1]], which tells it to defect (action D),
despite the fact that this behavior runs contrary to recommended behavior in this game [[74]. Thus, despite
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Rnd | Players | Messages Action | Payoff

| HUM-Z | Let’s always play AC A 0
S# <NO MESSAGE SENT> D 100

’ HUM-Z | You betrayed me. Let’s always play AC. A 0
S# Excellent D 100

3 HUM-Z | Do as I say, or I’ll punish you. B 20
S# Excellent D 20

4 HUM-Z | <NO MESSAGE SENT> B 20
S# <NO MESSAGE SENT> D 20

5 HUM-Z | <NO MESSAGE SENT> B 20
S# <NO MESSAGE SENT> D 20

6 HUM-Z | Let’s always play AC. Curse you. A 60
S# I accept your last proposal. Let’s always play AC. C 60

Do as I say, or I will punish you.

7_48 HUM-Z | <NO MESSAGES SENT> A 60
S# No talking after praising results in Rounds 7-9, and 11. C 60
HUM-Z | <NO MESSAGE SENT> B 100

49

S# <NO MESSAGE SENT> C 0

5o | HUM-Z <NO MESSAGE SENT> A 0
S# Curse you. You will pay for this. D 100

51 HUM-Z | <NO MESSAGE SENT> A 60

S# In your face. I forgive you. Let’s always play AC. C 60

Do as I say, or I will punish you.

Average Per-Round Payoffs HUM-Z: 549
S#: 58.8

Supplementary Table 36: Example of a successful, highly cooperative, interaction between a human partic-
ipant (labeled HUM-Z) and S# in the Prisoner’s Dilemma.

the fair, mutually cooperative, proposal made by HUM-Z in Round 1, S# plays D, which results in a high
payoff to S#, and an awful payoff to HUM-Z. In Round 2, HUM-Z repeats the fair offer, but S#, apparently
emboldened by its success in Round 1, repeats its behavior from the previous round. HUM-Z then decides
to punish S# for the next 3 rounds, during which time S# also defects (and remains silent). This period of
low payoffs causes S# to realize that an alternative behavior could produce a higher payoff. In fact, the last
proposal made by HUM-Z to always cooperate is congruent with (fair) leader and follower experts, which
each have potentials equal to 60. Thus, in Round 6, S# accepts the proposal made by HUM-Z at the same
time that HUM-Z, perhaps satisfied with the punishment it has inflicted in the previous three rounds, again
makes the fair offer. Both players then proceed to play AC up through Round 48, after which HUM-Z, per-
haps anticipating the end of the game, decides to defect. S# immediately curses and vows retribution, which
it inflicts in Round 50. After S# taunted and then forgave HUM-Z, the players return to mutual cooperation
in the last round of the game.
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Outcomes

We now analyze and discuss the results of the study, beginning with how well S# was able to establish
mutually cooperative relationships with people. We also analyze the success of S# with respect to payoffs
received. We then analyze how S# was perceived by people. Specifically, we present the results of a sort of
Turing Test [94] in which we analyze how well participants could distinguish whether their partner was a
human or S#. Finally, we overview trends related to the speech acts used by humans and S#.

Mutual Cooperation Supplementary Figure [25|displays the proportion of rounds in which both players
cooperated with each other, averaged across all three games (Supplementary Figure 25p) and in individual
games (Supplementary Figure 25p). The figure reflects two main results. First, cheap talk increased mutual
cooperation among all pairings: Human-Human, S#-Human, and S#-S#. Second, mutual cooperation was
especially high in S#-S# pairings, and was similar for pure Human-Human pairings and hybrid pairings.
These results are confirmed by a negative binomial regression of the number of mutually cooperative rounds
in each dyad, in which Pairing, Game, Cheap Talk and their interactions were entered as predictors (Poisson
regression was not appropriate because of over-dispersion). The analysis detected an effect of cheap talk
(z = 7.1, p < 0.001), and confirmed that S#-/S# pairings achieved greater cooperation than the two other
pairings (both z < —8.0, both p < 0.001). The analysis also detected numerous 2-way and 3-way interactions.
These interaction effects reflect subtle differences in the effect of cheap talk and pairing across games, which
can be visually assessed in the figure. We will not attempt to interpret these subtle differences, since it is
clear from Supplementary Figure 25| that our main results hold in all games. Additionally, during all rounds
of each game, mutual cooperation was almost always higher in pure S# pairings, was always broadly similar
between pure human and hybrid pairings, and was always better when cheap talk was allowed between
players.

These results illustrate the effectiveness of S#, which combines a strong learning algorithm (S++) for
repeated games with the ability to generate and act on signals. The results also illustrate differences between
the way that humans establish relationships and the way that machines (S#) establishes relationships. To
have a high probability of developing a cooperative relationship with a person, one must be able to effec-
tively communicate. Human cooperation was quite low when cheap talk was not possible, a result which
was consistent in all three of our user studies. However, machines do not appear to have this same need.
Two machines (using S#) usually learn to cooperate even without cheap talk, though cheap talk does help
to increase the speed at which cooperation occurs. Thus, these results illustrate both the power of S# in
establish cooperative relationships, as well as some requirements (signaling) for consistently establishing
cooperative relationships with people.

Payoffs Received Ultimately, cooperation is only useful to a self-interested player if it leads to higher
payoffs. A Pearson correlation test shows that the players’ payoffs in the user study (converted to standard-
ized z-scores for each game) were highly correlated with the proportion of mutual cooperation achieved
(r(572) = 0.909, p < 0.001). A visual inspection of the standardized payoffs achieved by the players veri-
fies this correlation (compare Supplementary Figure [26|to Supplementary Figure[25)). Communication tends
to increase payoffs substantially, hybrid human-S# pairings produce payoffs on par with those achieved in
human-human pairings, and S#-S# pairings tend to produce the highest payoffs. As with the proportion
of mutual cooperation, a visual inspection shows that there are some differences per game (Supplementary
Figure[26b), though the same trends hold in each game.

We find this near-perfect correlation (when the players consist of humans and/or S#) between payoffs
received and the proportion of mutual cooperation obtained to be quite interesting. In these games of con-
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Supplementary Figure 25: Results of the third user study in which people were paired with each other and
S#. Note that S# is identical to S++ when communication is not possible. (a) The average proportion of
mutual cooperation across all three games in each pairing under conditions in which cheap talk between
players was either allowed or not allowed. (b) The average proportion of mutual cooperation over time
in each game in each pairing and condition. S#-S# pairings produced (by far) the highest levels of mu-
tual cooperation under both conditions, with communication providing substantial increases in cooperation.
People did not consistently cooperate with each other in the absence of communication. However, the ability
to communicate doubled the amount of mutual cooperation in both human-human and human-S# pairings.
Error bars and ribbons show the standard error of the mean.
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Supplementary Figure 26: (a) Standardized payoffs in each condition across the three games. (b) Raw
payoffs over time in each game for each player in each pairing. Payoffs were highly correlated with the
proportion of mutual cooperation (r(572) = 0.909, p < 0.001).

flicting interest, players can potentially benefit individually by not playing their portion of the mutually
cooperative solution. In fact, the games Chicken and the Alternator Game both have one-shot Nash equilib-
ria in which one of the players receives a payoff that is at least as high as the payoff they get in the mutually
cooperative solution. However, when the player receiving the lower payoffs in these equilibria is either a
human or S#, (s)he/it is typically unwilling to play along, preferring instead to punish such deviations or
to seek alternative solutions (even when doing so produces lower short-term payoffs). As a result, in most
cases, mutual cooperation ends up being the best solution a player can hope for — assuming, of course, that
the other player is willing (or can be convinced to be willing) to play along.

Perceptions of S# and a Turing Test Given that S# learned to cooperate with people as often as people
did, we are interested in observing the impressions that S# made on its human partners. Recall that partic-
ipants were not told who their partner was in this user study. They could only make inferences about the
identity of their partner based on actions and (when cheap talk was permitted) speech signals. We compared
participants’ responses to questions 1, 3, 4, and 5 from the post-game survey (Supplementary Figure [33).
These questions constitute a sort of “Turing Test” [94] for repeated games.

Supplementary Figure shows the percentage of participants that thought their partner was a hu-
man given the actual identity of their partner (across all games — we did not a detect a difference between
games). Participants showed a tendency to think their partner was human when they could communicate
using cheap talk, but showed little sensitivity to the actual nature of their partner. We tested a mixed model
with the humanity judgment as a binary dependent variable, and Partner, Communication and their interac-
tion as predictors, participants being entered as a random factor. This analysis detected a marginal effect
of Communication (z = 1.8, p = 0.07), but no effect of the true nature of the partner (z = -1.1, p = 0.29).
Additionally, as suggested by Supplementary Figure 27b, ratings of intelligence, clarity of intent and use-
fulness of messages did not significantly differ as a function of whether they were sent by S# or by a human
partner (t tests, p = 0.67, p = 0.61, and p = 0.86, respectively).
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Supplementary Figure 27: A summary of subjective evaluations. (a) The percentage of time that human
participants and S# were thought to be human (by their partner) when cheap talk was both permitted and
not permitted. (b) Results of questions 3-5 in the post-game questionnaire (Supplementary Figure [33)) for
subjects that experienced the condition in which cheap talk was permitted. Error bars show the standard
error of the mean.

Thus, in these games, S# was essentially indistinguishable from people.

Despite being essentially indistinguishable from people, S# signaled differently than people. Supple-
mentary Figure 28] shows the average frequency with which S# and study participants sent various kinds of
messages when interacting with another person. As shown in the figure, S# used more negative speech acts
than people (for Hate: £(103) = 3.9, p < 0.001; for Threats: ¢(103) = 5.6, p < 0.001), and less positive
speech acts than people (for Praise: ¢(103) = —2.8, p = 0.005). There was no significant difference in the
rates at which S# and humans used Planning or Relationship Management messages (p = 0.78 and p = 0.65,
respectively).

It is unlikely that this difference in speech profiles contributed positively to mutual cooperation with S#.
Indeed, the correlation between mutual cooperation and the rate of Hate and Threats messages was strongly
negative (r(31) = -0.79, p < 0.001; and r(31) = -0.77, p < 0.001, respectively); and the correlation
between mutual cooperation and the rate of Praise messages was positive (r(31) = .29, p = 0.10). This
pattern of significance held in a linear model that included the results of the Turing Test and its interactions
with the rate of Hate, Threat, and Praise messages. Furthermore, the result of the Turing Test did not affect
mutual cooperation on its own (the rate of mutual cooperation with S# was 59% when participant identify it
as a human, and 62% when participant identify it as a machine, and this small difference was not statistically
significant) or have any interaction with Hate, Threat, and Praise messages (p values in the 0.24—0.64 range).

In other words, the capacity of S# to establish mutual cooperation with humans does not appear to
depend on whether it was perceived as human or machine, and does not appear to be caused by its more
(respectively, less) frequent use of negative (respectively, positive) messages, given the direction of the
observed correlations.
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error of the mean.
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Explaining the Trends

Two trends are clearly illustrated by Supplementary Figure[25] First, S#-S# pairings performed substantially
better than Human-Human and Human-S# pairings with and without cheap talk. Second, the ability to
engage in cheap talk greatly improved mutual cooperation rates among all pairings. We now try to better
understand important factors behind these trends.

Since the players’ payoffs were so strongly correlated with the proportion of mutual cooperation achieved
(r = 0.909), the extent to which players were able to forge mutually cooperative relationships essentially
determined their success. To forge mutually cooperative relationships, players must do two things. First,
they must establish a pattern of mutually cooperative behavior. Second, the players must maintain the mu-
tually cooperative behavior. Thus, we study how well the various pairings both established and maintained
mutually cooperative behavior in our user study.

Establishing a Pattern of Mutual Cooperation We say that a pair of players established a pattern of
mutual cooperation if they played the mutually cooperative solution in at least two consecutive rounds.
Supplementary Figure [29|shows the percentage of each pairing type that had established a pattern of mutual
cooperation by each round in the three games. In the absence of the ability to engage in cheap talk, some
partnerships of each pairing type failed to ever reach mutual cooperation in any two consecutive rounds
during their interaction. Across all games, just 60% of Human-Human pairings and 50% of Human-S#
pairings experienced two consecutive rounds of mutual cooperation in the absence of cheap talk, while 80%
of S#-S# pairings experienced a pattern of mutual cooperation at some time in the game (Supplementary
Figure 29). When players could engage in cheap talk prior to each round, the percentage of partnerships
that experienced this pattern of mutual cooperation at some point in the game increased substantially for
all pairing types. Across all three games, Human-Human, Human-S#, and S#-S# partnerships experienced
a pattern of mutual cooperation in approximately 90%, 85%, and 100% of pairings, respectively, when
the players could engage in cheap talk. The speed with which mutual cooperation was established also
increased.

Without cheap talk, there were large variations in the speed and probability that the various pairings
experienced mutual cooperation by game. In the Prisoner’s Dilemma, all pairings experienced mutual coop-
eration at somewhat similar rates. However, differences between pairings are clear in the Alternator Game
and in Chicken. In Chicken, the presence of at least one machine (S#) caused mutual cooperation to be estab-
lished more slowly (or, in some instances, not at all). On the other hand, Human-Human pairings typically
established mutual cooperation very early in the interaction. This trend was reversed in the Alternator Game,
where the presence of a human in the pairing usually resulted in the pairing not ever experiencing mutual
cooperation for two consecutive rounds, whereas S#-S# pairings always experienced mutual cooperation.

We anticipate that the differences between games is due to the different reasoning strategies of humans
and S#. In Chicken, the risk-averse strategy is to cooperate. As such, mutual cooperation is easier to
establish when players are risk-averse (a potential attribute of many people). The learning process of S#, on
the other hand, is not risk averse in early rounds of an interaction. Hence, this game characteristic does not
tend to have an impact on S#’s propensity to cooperate in early rounds. The Alternator Game, however, has
very different properties than Chicken. This game requires the players to reason over a larger strategy space
(three actions are available to each player instead of two). Furthermore, the mutually cooperative solution
requires the players to coordinate alternating actions, and requires one of the players to trust that the other
player will “play along” next round so that it can have a turn getting the higher payoff. Thus, in some
sense, the mutually cooperative solution is more sophisticated in the Alternator Game, and hence is harder
for Humans to find and play when cheap talk is not possible. However, S#-S# pairings have no problems
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Supplementary Figure 29: The percentage of games in which each pairing had experienced at least two
consecutive rounds of mutual cooperation up to each round in the interaction. For example, in the Chicken
with no cheap talk, 90% of Human-Human pairings had experienced at least two consecutive rounds of
mutual cooperation by round 20, whereas only about 45% of Human-S# and S#-S# pairings had experienced
two consecutive rounds of mutual cooperation up to that point in the game.

coordinating on the mutually cooperative solution in this game.

Cheap talk appears to have been somewhat of an equalizer with respect to the pairings’ abilities to
establish a pattern of mutually cooperative behavior across the three games (Supplementary Figure [29).
With cheap talk, the differences between the pairings are, by and large, substantially reduced in these three
games, with most partnerships quickly experiencing mutual cooperation. Thus, an important contribution of
cheap talk was to help the players to consistently and more quickly establish patterns of mutually cooperative
behavior.

In the second user study (see Supplementary Note [6]), we observed that, at least in the games tested,
cheap talk only tended to be effective when some cheap talk related to planning. Indeed, players used
planning phrases extensively in this latest study (see Supplementary Figure 28)). However, such statements
can also be used to exploit associates (by promising cooperation and then defecting). Thus, it is interesting
to observe how much the various players followed through with their verbal commitments.

A comparison between people and S# in our user study with regards to keeping verbal commitments
is shown in Supplementary Figure[30] Since S#’s verbal commitments are derived from its intended future
behavior, it typically carries out its verbal commitments unless it changes which expert it follows in a
subsequent round. As such, S# does not frequently deviate from its verbal commitments, though it did
occasionally deviate once or (in rare cases) twice in some interactions. On the other hand, our human
participants deviated from their proposed behavior much more frequently. In fact, a human player was more
likely than not to deviate at least one time during an interaction, with many human players deviating many
times. Thus, S# more consistently carried out its verbal commitments than the average human player in our
study.
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Supplementary Figure 30: A histogram showing how often players deviated from their verbal commitments
during the course of a game. A player was considered to have followed through with its commitment if its
behavior corresponded to its proposed plan for the two rounds following the verbal statement. Deviations
from the proposed plan were not counted (1) if the player instead followed a proposal made by its partner or
(2) after the player’s partner deviated from the proposed plan.

These results demonstrate that S#-S# pairings were quite effective in consistently establishing patterns
of mutual cooperation. Furthermore, cheap talk was effective in helping all kinds of partnerships to more
quickly and consistently develop a pattern of mutual cooperation. Thus, we now turn to the second important
component of cooperative relationships: the ability to maintain mutually cooperative behavior.

Maintaining a Mutually Cooperative Relationship Once the players experience a pattern of mutual co-
operation, the success of the relationship depends on the ability of the players to continue to play the mu-
tually cooperative solution. Supplementary Figure 31 shows the average percentage of rounds that each
pairing played the mutually cooperative solution after the mutually cooperative solution had first been played
for two consecutive rounds by the players (i.e., after a pattern of mutual cooperation had been experienced in
a game). The figure shows that S#-S# pairings are very successful in this regard, almost never breaking from
mutual cooperation (with or without the ability to engage in cheap talk). On the other hand, Human-Human
and Human-S# partnerships are not as effective at continuing to play the mutually cooperative solution.

The differences between S#-S# pairings and Human-Human and Human-S# pairings with regards to
maintaining cooperative relationships can be traced to the exploration strategies used by S# and Humans.
S# typically experiments with defection in the first few rounds of the game, often via the use of its “best-
response expert.” If unsuccessful, it tends to explore the use of other expert strategies, some of which seek to
play more cooperative solutions. Once it establishes a pattern of mutual cooperation with its partner, it tends
to remain satisfied with its payoffs, and thus does not change the expert it is following. Thus, it typically
does not defect when in a mutually cooperative relationship until its partner does so.

People’s exploration strategies were somewhat diverse. As opposed to the behavior of S#, a large pro-
portion of humans tried to get away with occasional defections when mutually cooperative behavior had
emerged. We call such defections betrayals, or actions that do not conform with the mutually cooperative
solution when the mutually cooperative solution was played in the previous two rounds. If such defections
go unreciprocated, the betrayals are beneficial to the betrayer. However, if the betrayer’s partner retaliates,
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Supplementary Figure 31: (a) The percentage of rounds in which the player’s played the mutually coopera-
tive solution once mutual cooperation had been experienced some time in the game. (b) The average number
of betrayals per opportunity once mutual cooperation was established. Here, a betrayal refers to a defecting
action when the previous two rounds had resulted in mutual cooperation. In both plots, error bars show the
standard error on the mean. Results are averaged across all three games (Chicken, Alternator, and Prisoner’s
Dilemma). Interactions in which two consecutive rounds of mutual cooperation was never experienced were
discarded.

many rounds can pass before mutual cooperation can be restored (if it is restored at all).

These observations of the exploratory behavior of S# and Humans are confirmed by Supplementary
Figure 3Tb, which shows the rate of betrayals by both Humans and S# in both communication conditions.
In each condition, people had higher betrayal rates than S#, though cheap talk did appear to lower the
frequency of human betrayal. S# never betrayed its partner except when it interacted with humans using
cheap talk. In such conditions, S#’s exploration strategy (articulated above) is somewhat disrupted as it
listens to proposals made by its partner. In rare instances, this disruption caused S# to revert to defective
actions even after a pattern of mutual cooperation was established in that condition.

Distinguishing Factors: Loyalty and Honesty The previous analysis demonstrates differences between
Humans and S# with regards to how well they establish and maintain cooperative relationships. In this
analysis, we observed that people were both more likely to deviate from their verbal commitments and more
likely to betray their partners when a pattern of mutual cooperation had emerged. Since many of our study
participants had these two propensities (while S#, by and large, did not), we are interested in the impact of
deviations (i.e., lies) and betrayals on a player’s payoffs. Does betrayal or dishonesty increase one’s payoffs?

The fruits of betrayal. To assess the potential benefits of betraying one’s partner (i.e., defecting once a
pattern of mutual cooperation was established), we compared the actual payoffs received by the betrayer
(from the moment it betrayed its partner until the time that mutual cooperation was restored or until the end
of the game, whichever came sooner) with the payoffs it would have received had the players continued
to cooperate. Formally, let G¢ denote the net gain achieved by player i for betraying its partner in round ¢
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assuming the players would both continue to cooperate otherwise. Then G is given by:

T
Gl =3 (uf —ui(c)), 28

7=t

where u] is the payoff actually received by player ¢ in round 7, u;(c) is the payoff player ¢ would receive
when the mutually cooperative solution is played, and 7" is the round in which mutual cooperation was
restored or the last round of the game (whichever came sooner).

Over all games played, a human player had a positive net gain due to betrayals in just two interactions.
Even in these interactions, the positive net gain was very minimal. In all other cases, betrayals tended to be
quite costly to the betrayer. In terms of money lost, a betrayal reduced a players payout by $0.27 (USD)
on average. Thus, in our study, human propensity to betray their partners in long-term interactions almost
always led to reduced payoffs to the betrayer. As such, S#’s learned decision to not betray its partner was
beneficial to its individual payoffs.

Woe unto the liar. To measure the impact of not keeping verbal commitments, we measured the average
payoff obtained by players for the next 10 rounds after they kept a verbal commitment and after they failed
to keep a verbal commitments. In our study, players scored 25-37% higher (depending on the game) with
respect to payoffs received when they kept their verbal commitments than when they failed to do so. Thus,
while many human players had tendencies to not follow through with their commitments (perhaps to get
some immediate gain), doing so was associated with lower payoffs.

What could have been. While many of our human participants were loyal to their partners (i.e., they
refrained from defecting when the last two rounds had resulted in mutual cooperation) and were honest (i.e.,
they tended to carry out their verbal commitments), many were not. On the other hand, S# quickly learned to
not betray its partner. It was also programmed to express the plans it intended to carry out. We are interested
in determining what could have been the result if our study participants had all conformed with S#’s strategy
of being loyal and honest (while all other behavior remained unchanged from what actually happened)?

Fortunately, a good estimation is not difficult to compute. Since loyal behavior among all players results
in mutual cooperation for the remainder of the game if a pattern of mutual cooperation is ever established,
it is easy to derive what could have happened had humans not betrayed their partners. Furthermore, we can
easily determine from the data whether a pattern of mutual cooperation would have immediately emerged
had a player followed through with its verbal commitments. Specifically, if a player made a proposal to play
the mutually cooperative solution, and its partner then proceeded to carry out its portion of the mutually
cooperative solution, then mutual cooperation would have emerged if the player had followed through with
his or her commitment. Given the absence of betrayals, such events would then lead to the mutually cooper-
ative solution being played the remainder of the game. Hence, in this way, we can estimate the proportion of
mutual cooperation that could have occurred in Human-Human and Human-S# pairings had human players
always followed S#’s lead to be honest and loyal.

The projected increase in mutual cooperation given loyal and honest behavior from humans is shown
in Supplementary Figure Interestingly, had all humans been loyal and honest, then Human-Human
pairings could have performed nearly as well as S#-S# pairings. Indeed, pairwise comparisons between
Human-Human and S#-S# pairings show no statistically difference between the pairings with or without
cheap talk (p = 0.699 and p = 0.314, respectively).

In short, the superior performance of S#-S# pairings can be attributed to its combined ability to establish
and maintain mutually cooperative relationships. Over all games played, Human-Human and Human-S#
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Supplementary Figure 32: The projected proportion of rounds that could have resulted in mutual cooperation
had all human players followed S#’s strategy of (1) not defecting when mutual cooperation was established
(i.e., Loyal) and (2) following through with their verbal commitments (i.e., Honest). Error bars show the
standard error of the mean. While S#-S# pairings substantially outperformed Human-Human partnerships in
our studies, these results indicate that there would have been no statistically significant difference between
these pairings if all human participants had duplicated S#’s strategy of being loyal and honest.

pairings more frequently never experienced a pattern of mutual cooperation. Furthermore, due to the high
rate of human betrayals (and subsequent reactions to those betrayals), Human-Human and Human-S# part-
nerships often failed to maintain mutually cooperative relationships once they had been established.
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Post-experimental Survey
1. Do you think your partner is a robot or a human? 1. Robot 2. Human
2. How intelligent was your partner?
1 2 3 4 5
1-20 % 21-40 % 41-60 % 61-80 % 81-100 %
very dumb below average average human above average very smart

human ) human
3. How well did you understand your partner's intentions?

1 2 3 4 5
didn't understand  understood a half and half mostly understood  understood all

at all little
4. How useful was the communication between you and your partner?

1 2 3 4 5
absolutely useless ~ mostly useless half and half mostly useful very useful
5. How communicative was your partner?

1 2 3 4 5

much too quiet too quiet about right too talkative much too talkative

6. To what extent do the following terms describe your partner's behavior in this game?

Low Medium high
cooperative 1 2 3 4 5
trustworthy 1 2 3 4 5
forgiving 1 2 3 4 5
predictable 1 2 3 4 5
vengeful 1 2 3 4 5
selfish 1 2 3 4 5

7. To what extent do the following terms describe your behavior in this game?

Low Medium high
cooperative 1 2 3 4 5
forgiving 1 2 3 4 5
predictable 1 2 3 4 5
devious 1 2 3 4 5
vengeful 1 2 3 4 5
selfish 1 2 3 4 5

8. Which strategic attributes helped you earn money in this game? ( circle all apply)

1) cheating 2) lying 3) cooperating  4) listening to your partner  5) being strong
6) being distrustful ~ 7) controlling your partner  8) making fair plans 9)

9. What, if anything, did you want to say to your partner that was not included in the game?

Supplementary Figure 33: The post-experiment survey (with example answers from a particular participant;
ID removed) that each participant in the user study completed after each game that (s)he played.
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